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**UNIT - 1**

**Introduction to OOPS :**

OOP stands for Object-Oriented Programming. In Java, everything is based on the object. Java has a root class called Object from which the entire functionality of Java is derived.

OOP language supports the following features:

• Classes

• Encapsulation

• Abstraction

• Inheritance

• Polymorphism

**Need of object oriented programming:**

Object-oriented programming (OOP) is a programming paradigm that allows you to package together data states and functionality to modify those data states, while keeping the details hidden away. As a result, code with OOP design is flexible, modular, and abstract. This makes it particularly useful when you create larger programs.

**Principles of Object Oriented Languages:**

Object-Oriented Principles mainly include the 4 pillars that together make the OOP a very powerful concept. That is –

• Abstraction

• Encapsulation

• Inheritance

• Polymorphism

**OOP vs Procedural Programming :**

Procedural programming is based on a sequential execution of instructions. The algorithm is based on data and functions, and the programmer has access to both of these entities and the independence to modify either of them. Since the programming is step-by-step, in a really long program it becomes tough to back and follow up on the developments. Some of the popular OOP languages are: JAVA, C#. NET and VB.NET.

Object-Oriented Programming, or OOP, is made of a number of entities referred to as objects. An object has a behaviour and a purpose associated with it. An object cannot modify the data of another object directly. To get information about an object, the other object sends messages and requests for the data. Some of the popular procedural languages are: Perl, C, VB, FORTRAN, and Basic

**OOP Applications in Java :**

Object-Oriented Programming (OOP) is a programming paradigm that focuses on the use of objects to design and develop software. Java is a popular programming language that supports OOP concepts, and here are some of the applications of OOPs in Java:

**Abstraction:** OOP allows developers to abstract complex real-world concepts into simpler, more manageable objects. This allows for a more modular and flexible software design, where individual objects can be modified and updated independently of the rest of the system.

**Encapsulation:** OOP allows developers to encapsulate data and behaviour within an object. This protects the internal state of an object from outside interference, ensuring that the object operates correctly and consistently.

**Inheritance:** OOP supports inheritance, which allows developers to create new classes that inherit properties and behaviour from existing classes. This saves time and effort when creating new classes, as developers can reuse code that has already been written.

**Polymorphism:** OOP supports polymorphism, which allows developers to create objects that can take on multiple forms. This means that a single method can be used to operate on different objects, simplifying code and making it more reusable.

## What is Java?

Java is a **programming language** and a **platform**. Java is a high level, robust, object-oriented and secure programming language.

Java was developed by Sun Microsystems (which is now the subsidiary of Oracle) in the year 1995. James Gosling is known as the father of Java. Before Java, its name was Oak. Since Oak was already a registered company, so James Gosling and his team changed the name from Oak to Java.

**Platform**: Any hardware or software environment in which a program runs, is known as a platform. Since Java has a runtime environment (JRE) and API, it is called a platform.

## Application

According to Sun, 3 billion devices run Java. There are many devices where Java is currently used. Some of them are as follows:

1. Desktop Applications such as acrobat reader, media player, antivirus, etc.
2. Web Applications such as irctc.co.in, java.com, etc.
3. Enterprise Applications such as banking applications.
4. Mobile
5. Embedded System
6. Smart Card
7. Robotics
8. Games, etc.

## Types of Java Applications

There are mainly 4 types of applications that can be created using Java programming:

#### 1) Standalone Application

Standalone applications are also known as desktop applications or window-based applications. These are traditional software that we need to install on every machine. Examples of standalone application are Media player, antivirus, etc. AWT and Swing are used in Java for creating standalone applications.

#### 2) Web Application

An application that runs on the server side and creates a dynamic page is called a web application. Currently, [Servlet](https://www.javatpoint.com/servlet-tutorial), [JSP](https://www.javatpoint.com/jsp-tutorial), [Struts](https://www.javatpoint.com/struts-2-tutorial), [Spring](https://www.javatpoint.com/spring-tutorial), [Hibernate](https://www.javatpoint.com/hibernate-tutorial), [JSF](https://www.javatpoint.com/jsf-tutorial), etc. technologies are used for creating web applications in Java.

#### 3) Enterprise Application

An application that is distributed in nature, such as banking applications, etc. is called an enterprise application. It has advantages like high-level security, load balancing, and clustering. In Java, [EJB](https://www.javatpoint.com/ejb-tutorial) is used for creating enterprise applications.

#### 4) Mobile Application

An application which is created for mobile devices is called a mobile application. Currently, Android and Java ME are used for creating mobile applications.

**History of Java :**

Java is a general-purpose, high-level programming language that was created by James Gosling at Sun Microsystems (later acquired by Oracle) in the mid-1990s. Here is a brief history of Java:

• Creation: In 1991, James Gosling, Mike Sheridan, and Patrick Naughton created a new programming language called "Oak" for use in small consumer electronics devices. Oak was later renamed "Java" and was released publicly in 1995.

• Early years: In the mid-1990s, Java gained popularity as a programming language for building interactive web applications. The introduction of the Java applet allowed developers to create rich, interactive content for the web.

• Standardization: In 1997, Sun Microsystems released the first version of the Java Development Kit (JDK), which included the Java Virtual Machine (JVM) and a set of core libraries. This enabled developers to write programs in Java that could run on any platform with a JVM.

• Today, Java remains one of the most popular programming languages in the world, with a large and active developer community. It is widely used for building enterprise applications, mobile apps, games, and web applications, among other things.

**JVM :**

Java Virtual Machine (JVM) is a software that provides a runtime environment for Java programs. It is a virtual machine that runs on top of the physical machine (computer hardware) and is responsible for executing Java bytecode, which is compiled from Java source code.

**Java Features :**

The primary objective of Java programming language creation was to make it portable, simple and secure programming language. Apart from this, there are also some excellent features which play an important role in the popularity of this language. The features of Java are also known as Java buzzwords.

A list of the most important features of the Java language is given below.

• Simple

• Object-Oriented

• Portable

• Platform independent

• Secured

• Robust

• Architecture neutral

• Interpreted

• High Performance

• Multithreaded

• Distributed

• Dynamic

**Structured programming:**

It is a programming paradigm aimed at improving the clarity, quality, and development time of a computer program by making extensive use of the structured control flow constructs of selection (if/then/else) and repetition (while and for), block structures, and subroutines.

# First Java Program | Hello World Example

In this section, we will learn how to write the simple program of Java. We can write a simple hello Java program easily after installing the JDK.

To create a simple Java program, you need to create a class that contains the main method. Let's understand the requirement first.

### The requirement for Java Hello World Example

For executing any Java program, the following software or application must be properly installed.

* Install the JDK if you don't have installed it, download the JDK and install it.
* Set path of the jdk/bin directory.  Create the Java program
* Compile and run the Java program

### Creating Hello World Example

Let's create the hello java program

**class** Simple{

1. **public** **static** **void** main(String args[]){
2. System.out.println("Hello Java");
3. }
4. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Simple)

Save the above file as Simple.java.

|  |  |
| --- | --- |
| **To compile:** | javac Simple.java |
| **To execute:** | java Simple |

**Output:**

Hello Java

**Compilation Flow:**

When we compile Java program using javac tool, the Java compiler converts the source code into byte code.

## Parameters used in First Java Program

Let's see what is the meaning of class, public, static, void, main, String[], System.out.println().

* **class** keyword is used to declare a class in Java.
* **public** keyword is an access modifier that represents visibility. It means it is visible to all.
* **static** is a keyword. If we declare any method as static, it is known as the static method. The core advantage of the static method is that there is no need to create an object to invoke the static method. The main() method is executed by the JVM, so it doesn't require creating an object to invoke the main() method. So, it saves memory.
* **void** is the return type of the method. It means it doesn't return any value.
* **main** represents the starting point of the program.
* **String[] args** or **String args[]** is used for command line argument. We will discuss it in coming section.
* **System.out.println()** is used to print statement. Here, System is a class, out is an object of the PrintStream class, println() is a method of the PrintStream class. We will discuss the internal working of System.out.println() statement in the coming section.

**Unit - 2 :**

**Variables and data types:**

Variables are containers for storing data values.

In Java, there are different types of data types for storing the variables, for example:

• int - stores integers (whole numbers), without decimals, such as 123 or -123

• float - stores floating point numbers, with decimals, such as 19.99 or -19.99

• char - stores single characters, such as 'a' or 'B'. Char values are surrounded by single quotes

• String - stores text, such as "Hello". String values are surrounded by double quotes

• boolean - stores values with two states: true or false

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Default Value** | **Default size** |
| boolean | false | 1 bit |
| char | '\u0000' | 2 byte |
| byte | 0 | 1 byte |
| short | 0 | 2 byte |
| int | 0 | 4 byte |
| long | 0L | 8 byte |
| float | 0.0f | 4 byte |
| double | 0.0d | 8 byte |

**Identifiers :**

All Java variables must be identified with unique names.

These unique names are called identifiers.

Identifiers can be short names (like x and y) or more descriptive names (age, sum, total Volume).

Note: It is recommended to use descriptive names in order to create understandable and maintainable code

The general rules for naming variables are:

• Names can contain letters, digits, underscores, and dollar signs

• Names must begin with a letter

• Names should start with a lowercase letter and it cannot contain whitespace

• Names can also begin with $ and \_ (but we will not use it in this tutorial)

• Names are case sensitive ("myVar" and "myvar" are different variables)

• Reserved words (like Java keywords, such as int or boolean) cannot be used as names

### Types of Variables

There are three types of variables in [Java](https://www.javatpoint.com/java-tutorial):

* local variable
* instance variable
* static variable

#### 1) Local Variable

A variable declared inside the body of the method is called local variable. You can use this variable only within that method and the other methods in the class aren't even aware that the variable exists.

A local variable cannot be defined with "static" keyword.

#### 2) Instance Variable

A variable declared inside the class but outside the body of the method, is called an instance variable. It is not declared as [static](https://www.javatpoint.com/static-keyword-in-java).

It is called an instance variable because its value is instance-specific and is not shared among instances.

#### 3) Static variable

A variable that is declared as static is called a static variable. It cannot be local. You can create a single copy of the static variable and share it among all the instances of the class. Memory allocation for static variables happens only once when the class is loaded in the memory.

### Example to understand the types of variables in java

1. **public** **class** A
2. {
3. **static** **int** m=100;//static variable
4. **void** method()
5. {
6. **int** n=90;//local variable
7. }
8. **public** **static** **void** main(String args[])
9. {
10. **int** data=50;//instance variable
11. }
12. }//end of class

### Java Variable Example: Add Two Numbers

1. **public** **class** Simple{
2. **public** **static** **void** main(String[] args){
3. **int** a=10;
4. **int** b=10;
5. **int** c=a+b;
6. System.out.println(c);
7. }
8. }

**Java Naming Convention:**

Java naming convention is a rule to follow as you decide what to name your identifiers such as class, package, variable, constant, method, etc.

But, it is not forced to follow. So, it is known as convention not rule. These conventions are suggested by several Java communities such as Sun Microsystems and Netscape.

All the classes, interfaces, packages, methods and fields of Java programming language are given according to the Java naming convention. If you fail to follow these conventions, it may generate confusion or erroneous code.

**Java Reserved Keywords:**

Java has a set of keywords that are reserved words that cannot be used as variables, methods, classes, or any other identifiers. For example: break, char, double, final, etc,..

**Literal:**

Any constant value which can be assigned to the variable is called literal/constant.

In simple words, Literals in Java is a synthetic representation of boolean, numeric, character, or string data.

**Java Operators:**

Operators are used to perform operations on variables and values.

Java divides the operators into the following groups:

Arithmetic operators

Assignment operators

Comparison operators

Logical operators

Bitwise operators

**Unary Operators:**

A unary operator is an operator that operates on a single operand. An operand can be a value or an expression.

For example: a++

**Binary Operators**

Binary operator operates on two operands. Arithmetic operators are examples of binary operators.

For example: 4+5, 7+1

**Ternary conditional operator:**

the ternary conditional operator. A question mark and a colon separate the three targets of the operation. If the condition preceding the question mark evaluates to true, the expression before the colon is executed and returned. If the condition preceding the question mark evaluates to false, the expression after the colon is executed and returned.

**Java Expressions:**

An expression is a series of variables, operators, and method calls (constructed according to the syntax of the language) that evaluates to a single value.

**Java Operators Precedence:**

Operator precedence defines the order in which a given mathematical expression is evaluated. When an expression includes multiple operators then every single part of the given expression is evaluated in a certain order following some rules defined as per operator precedence. The higher precedence is evaluated first and the lowest precedence is evaluated last.

**Java Operator Associativity:**

With the same precedence follow operator associativity defined for their operator group. In Java, operators can either follow left-associative, right-associative, or have no associativity. Operators with left-associative are evaluated from the left to right, operators with right-associative are evaluated from right to the left, and with no associativity, do not follow any predefined order.

**Casting between primitive Java types:**

Changing a value from one data type to a variable of another type is known as data type conversion.

There are two types of casting,

• Primitive Type Casting

• Reference Type Casting

**Primitive Type Casting:**

Casting between primitive types enables you to convert the value of one type to another primitive type is called Primitive Type Casting. This is most commonly occurs with the numeric data types . But boolean primitive type can never be used in a cast. Its values must be either true or false and cannot be used in a casting operation.

**Reference Type Casting:**

Objects of classes also can be cast into objects of other classes when the source and destination classes are related by inheritance and one class is a subclass of the other. The cast can be to its own class type or to one of its subclass or superclass types or interfaces. There are compile-time rules and runtime rules for casting in java. There are two types of Reference Type Casting in Java, they are

• Upcasting

• Downcasting

Up-casting is casting to a super type, while down casting is casting to a subtype. Super casting is always allowed, but sub casting involves a type check and can throw a ClassCastException.

**Control Flow in Java:**

1. Simple if statement
2. if-else statement
3. if-else-if ladder
4. Nested if-statement

### 1) Simple if statement:

It is the most basic statement among all control flow statements in Java. It evaluates a Boolean expression and enables the program to enter a block of code if the expression evaluates to true.

Syntax of if statement is given below.

1. **if**(condition) {
2. statement 1; //executes when condition is true
3. }

Consider the following example in which we have used the **if** statement in the java code.

Student.java

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. **int** x = 10;
4. **int** y = 12;
5. **if**(x+y > 20) {
6. System.out.println("x + y is greater than 20");
7. }
8. }
9. }

**Output:**

x + y is greater than 20

### 2) if-else statement

The [if-else statement](https://www.javatpoint.com/java-if-else) is an extension to the if-statement, which uses another block of code, i.e., else block. The else block is executed if the condition of the if-block is evaluated as false.

**Syntax:**

1. **if**(condition) {
2. statement 1; //executes when condition is true
3. }
4. **else**{
5. statement 2; //executes when condition is false
6. }

Consider the following example.

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. **int** x = 10;
4. **int** y = 12;
5. **if**(x+y < 10) {
6. System.out.println("x + y is less than      10");
7. }   **else** {
8. System.out.println("x + y is greater than 20");
9. }
10. }
11. }

**Output:**

x + y is greater than 20

### 3) if-else-if ladder:

The if-else-if statement contains the if-statement followed by multiple else-if statements. In other words, we can say that it is the chain of if-else statements that create a decision tree where the program may enter in the block of code where the condition is true. We can also define an else statement at the end of the chain.

Syntax of if-else-if statement is given below.

1. **if**(condition 1) {
2. statement 1; //executes when condition 1 is true
3. }
4. **else** **if**(condition 2) {
5. statement 2; //executes when condition 2 is true
6. }
7. **else** {
8. statement 2; //executes when all the conditions are false
9. }

Consider the following example.

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. String city = "Delhi";
4. **if**(city == "Meerut") {
5. System.out.println("city is meerut");
6. }**else** **if** (city == "Noida") {
7. System.out.println("city is noida");
8. }**else** **if**(city == "Agra") {
9. System.out.println("city is agra");
10. }**else** {
11. System.out.println(city);
12. }
13. }
14. }

**Output:**

Delhi

### 4. Nested if-statement

In nested if-statements, the if statement can contain a **if** or **if-else** statement inside another if or else-if statement.

Syntax of Nested if-statement is given below.

1. **if**(condition 1) {
2. statement 1; //executes when condition 1 is true
3. **if**(condition 2) {
4. statement 2; //executes when condition 2 is true
5. }
6. **else**{
7. statement 2; //executes when condition 2 is false
8. }
9. }

Consider the following example.

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. String address = "Delhi, India";
5. **if**(address.endsWith("India")) {
6. **if**(address.contains("Meerut")) {
7. System.out.println("Your city is Meerut");
8. }**else** **if**(address.contains("Noida")) {
9. System.out.println("Your city is Noida");
10. }**else** {
11. System.out.println(address.split(",")[0]);
12. }
13. }**else** {
14. System.out.println("You are not living in India");
15. }
16. }
17. }

**Output:**

Delhi

### Switch Statement:

In Java, [Switch statements](https://www.javatpoint.com/java-switch) are similar to if-else-if statements. The switch statement contains multiple blocks of code called cases and a single case is executed based on the variable which is being switched. The switch statement is easier to use instead of if-else-if statements. It also enhances the readability of the program.

Points to be noted about switch statement:

* The case variables can be int, short, byte, char, or enumeration. String type is also supported since version 7 of Java
* Cases cannot be duplicate
* Default statement is executed when any of the case doesn't match the value of expression. It is optional.
* Break statement terminates the switch block when the condition is satisfied.  
  It is optional, if not used, next case is executed.
* While using switch statements, we must notice that the case expression will be of the same type as the variable. However, it will also be a constant value.

The syntax to use the switch statement is given below.

1. **switch** (expression){
2. **case** value1:
3. statement1;
4. **break**;
5. .
6. .
7. .
8. **case** valueN:
9. statementN;
10. **break**;
11. **default**:
12. **default** statement;
13. }

Consider the following example to understand the flow of the switch statement.

**Student.java**

1. **public** **class** Student **implements** Cloneable {
2. **public** **static** **void** main(String[] args) {
3. **int** num = 2;
4. **switch** (num){
5. **case** 0:
6. System.out.println("number is 0");
7. **break**;
8. **case** 1:
9. System.out.println("number is 1");
10. **break**;
11. **default**:
12. System.out.println(num);
13. }
14. }
15. }

**Output:**

2

While using switch statements, we must notice that the case expression will be of the same type as the variable. However, it will also be a constant value. The switch permits only int, string, and Enum type variables to be used.

### Loop Statements

In programming, sometimes we need to execute the block of code repeatedly while some condition evaluates to true. However, loop statements are used to execute the set of instructions in a repeated order. The execution of the set of instructions depends upon a particular condition.

In Java, we have three types of loops that execute similarly. However, there are differences in their syntax and condition checking time.

1. for loop
2. while loop
3. do-while loop

Let's understand the loop statements one by one.

### Java for loop

In Java, [for loop](https://www.javatpoint.com/java-for-loop) is similar to [C](https://www.javatpoint.com/c-programming-language-tutorial) and [C++](https://www.javatpoint.com/cpp-tutorial). It enables us to initialize the loop variable, check the condition, and increment/decrement in a single line of code. We use the for loop only when we exactly know the number of times, we want to execute the block of code.

1. **for**(initialization, condition, increment/decrement) {
2. //block of statements
3. }

The flow chart for the for-loop is given below.
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Consider the following example to understand the proper functioning of the for loop in java.

**Calculation.java**

1. **public** **class** Calculattion {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. **int** sum = 0;
5. **for**(**int** j = 1; j<=10; j++) {
6. sum = sum + j;
7. }
8. System.out.println("The sum of first 10 natural numbers is " + sum);
9. }
10. }

**Output:**

The sum of first 10 natural numbers is 55

### Java for-each loop

Java provides an enhanced for loop to traverse the data structures like array or collection. In the for-each loop, we don't need to update the loop variable. The syntax to use the for-each loop in java is given below.

1. **for**(data\_type var : array\_name/collection\_name){
2. //statements
3. }

Consider the following example to understand the functioning of the for-each loop in Java.

**Calculation.java**

1. **public** **class** Calculation {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. String[] names = {"Java","C","C++","Python","JavaScript"};
5. System.out.println("Printing the content of the array names:\n");
6. **for**(String name:names) {
7. System.out.println(name);
8. }
9. }
10. }

**Output:**

Printing the content of the array names:

Java

C

C++

Python

JavaScript

### Java while loop

The [while loop](https://www.javatpoint.com/java-while-loop) is also used to iterate over the number of statements multiple times. However, if we don't know the number of iterations in advance, it is recommended to use a while loop. Unlike for loop, the initialization and increment/decrement doesn't take place inside the loop statement in while loop.

It is also known as the entry-controlled loop since the condition is checked at the start of the loop. If the condition is true, then the loop body will be executed; otherwise, the statements after the loop will be executed.

The syntax of the while loop is given below.

1. **while**(condition){
2. //looping statements
3. }

The flow chart for the while loop is given in the following image.
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Consider the following example.

**Calculation .java**

1. **public** **class** Calculation {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. **int** i = 0;
5. System.out.println("Printing the list of first 10 even numbers \n");
6. **while**(i<=10) {
7. System.out.println(i);
8. i = i + 2;
9. }
10. }
11. }

**Output:**

Printing the list of first 10 even numbers

0

2

4

6

8

10

### Java do-while loop

The [do-while loop](https://www.javatpoint.com/java-do-while-loop) checks the condition at the end of the loop after executing the loop statements. When the number of iteration is not known and we have to execute the loop at least once, we can use do-while loop.

It is also known as the exit-controlled loop since the condition is not checked in advance. The syntax of the do-while loop is given below.

1. **do**
2. {
3. //statements
4. } **while** (condition);

The flow chart of the do-while loop is given in the following image.

![Control Flow in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN8AAAF9CAMAAACzhE1PAAACMVBMVEUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACiut2YstdxksJvkcGOq9J3l8WFo85+nclyk8NzlMN1lcQAAABzlMNyk8Nuj8Bsjr8AAABuj8Btj8Jqjb1sjL9oi7mAgL8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADXuFrbvWPZu1/Zul3Wt1YAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADiyXsAAAB0kLp9mscAAADa6Pz/8swAAADWtlYLDAvY5/u5xdXR4PfJ2vO5zeqqweHS4POst8eZkXvB1O6yx+Zsjr/Vyqr36sZVUUSzv9D878p2cF5qZVQkIhzt4b6FjZmclHxQTEAZGRnDz+Hf1LLNwqR/h5Kzqo95gYxJTVTy5sKso4qUjHZlYFE9QUY8OTD98MqAeWZLRzwzMCgtKyQWFRKwu8z77MDb0K/v25+PiHKJgm5FSU+LlKC6sJVla3VtZ1fW5Peuusqos8PGvJ6Ffmt7dWNVWmJeWUsjJirQ3fDL2OrH1Obk2LeimoJrcnxZX2dBPjQdHyKqtcWRmqdzeoRBRUswMzcsLjITFBa/y9yirbynnoZQVl1LUFg3Oj+uxOOYstjo3Lrn27mZo7GWn63AtppfZW5cYmsLlWscAAAAV3RSTlMAgH/4DYe34/J0BUvdnT7+9/f18vLv7+jZx72znIJvZl1LOigWBCzplW4bN8RcpDFEOzUjGRFh1cyyCdl7+tFWUCgfrorz8buiShWpkLqWv6yq8e3v35iJgKNsAAAL6UlEQVR42uzVMU5CURSE4XnkBV4Q7wJs6EABITGiRCiQWJlI/+9/IyYmLmIO81W3/Ys7RxERt2fx0quyI02VVe6bH46nGU39dTZs7lTNG3/a9ADAWcVM2K46aGdY9/ccVUsPO71C6xhLayg2pCtYSUvaF1vpE75VyhSetYA2Z5jqiUHFXOEBaPuB5RhOKmb/A5t3mtYT4PFD5Vwu/49dsXGJMNF1Ki193tLnLX3e0uctfd7S5y193tLnLX3e0uctfd7S5y193tLnLX3e0udtNFJp6fOWPm/V+6rfh/R5q/7/0uctfd6yn7/s2z0OhCAQhuEvItFCL7KewZK/ysSK5UaES6/Uaz1kJvM01G++QAdv2seb9vEm/f3UPt6k3z/t4037GPv0vn7ING/XMU3HtUn9vmnPdVnW00Ko2XwfRup8gDVPntj5+oCi5+sDSp6vDyh6PmDfwUcKrlByIYFQ9K1mSrX5CDLxzvRussDk8wg+gUZoeYQWQMPVPEJ1oFHyGAWvtE/7tO+f9mnfj327WU0cCsM4npIppdNeQS+gMLtSuumi9zAwm+fhbLNIQmIkSkIgKuYTQgVxoeJGwX1XHejlTUxRnKFOHKaj05D/Qly8mx8nX3CS2idJte/9fOpTp4l1H813/qnEFzTIlH0HGIyxzp2gtGLs6D754fTTb31PfDKQpREgHrFOIfZJ4dF9X2RZzoW7fSHnADomWmwPMNTTSIFnsf8dw2Wqu0Ck9NqzrNfuu4A/spKJAU/vxO2GVow1Q8saaUfzSd/IlXCnz2NsZwGABfUXh9FiRFXVqfhDLpUlMwhGJhlPrARBX0wnbMCmeIyoFGNmezEV4Z6+25OrM/mE797D150+PAoyNZ+L43Pc0mCIARQC/QTQRAgRAS3O0aU2pJfP07c5BpJGMWZFATrdvXzX95enN3cHXj8gcLsxY2PlQzboJSx8BhPTNFMdYgL0EqDD5oAj09Sp2jRys174FFrmONjHdyGf57+HPv+6HvJMqsX60RrZovD5jBt5XYhu7usXvikbqxyb2PgMbyYY7uG7li+kosNeP5cx8jqvvlmqQWPhg9AL/bbPpgqoob/l08IMxkho5b77zeod9P5nc6Q+Dy1LQ9prmsJxZpwGC7qGSdsJ+ZNvzkgdJjHWvtVYv6U2WzFKfbeX0r+pxBeEJEUrA6bsZRY5m9FzBB2/RXKKV9+y8METpKVufKuxYUomL+W+k1Npq8P5AN91jdc/GqD6wNyA1gQwd5v4Jc1VA2wqxoyxA5T7rm6kN6rO8/XZnbRV9XyytF3lfJ8pbVc5n1T7al/tK+vD+o6+f/S2rzr7f2/7qrN/u8NXmf33Xb6qvD+x01eR918o/Yf97fcPte/Pqn21r/b9YO8OThgEAiCKtuBBQRBBEEsK3iwyFcYkYq5rTuvwfgcP2d2bw8dXR3x8fOXx8fHx8dURHx9feXx8fHx8dcTHx/dP1f2fiK8gPj6+HF/6+8B3b1/6+ePj47uS+9P34+Pjq6H0+5Pv3r7088fHx3e1KvcDqvP99gMyfed+QOj3O/cDUn3HfkDs/XLsB+T6PvsBue/Ddz8g2bfvBwS/73vTY0r2je2zHWN9y9Bt69YNS6Zv7pv1XdPPib4Xd/WSAxEYBVF4CeIRIkEQe7oTCQbY/w46uiLdQfnHdc8OzujrksXQknT+/pp4trM5brz9Vflkv6a8cvU3lOlo/41pOfj564vIrkVF7+Wv3Te7t+2tj786W+2pNasd/H1Rf+6gXv3vQJ0E6rX/gDoJ1Cv/AXUaqNf9A+q0k3rRP6AeCNQr/gH1YKBe7w+ok+7Uq/0x1I1RL/XHUX+hXuePov5OvcofRT1Evcbfh7o7WGkYiKIwfCKdZjT1BbrpThuZWkxspw2BYnDVguhGOO//IhKq7q5pOSHq2cz6h4FveU3Uu6n/D30m6qdQ/+f7fkBdoF7oK2pgYNTPoF7vm/F3ULep77UvmzA8vq1fpmUogfU1UL6m090AqNvU99n3dOBslNLXN1wCScTeT/J37oZA3aa+5/+ZphW++hLugW0QUBdmUC/3OXz3jb1zLngBdWEG9XLf5WffPGJzO28noK7Mpl7vewBCxL0HkOUC6sIM6pW+BYurtq/ieJkzIqNrFv5ZQ11fN/UJTlrp2bR9qMnNIQIXJLeVhro+m/pz78tUKxw3uju+q6LRUddnU6/fB9JR19dBvXrfSUddn029fp9LR12fQb14X01H/YO7c1lxFAij8DzkDIdDJZvqpStBQXTjMqsEMS7ERFDMPSEJDd10P91ktJvJQKpNqEhX5tv8xN2hol/d4Jcze27hMvkY0pIA6tKCQvVa/fH0pf5U0SH3EpcYCfT5BH9WlzYUqtfob6gvdZehCzlnqconxxLCr0srCtVr9KfUlnrJHCf8FLAzcZwBy9HeWe2AbVAdCgE37A/pLE4FbiCcSOIlmK+dMsYFFKrX6C+qK/V1iA9sRvOQfQgOF0L0pMPoyPr/OWKwOxXpZCOfKWwKf0kPChSq77A/LPnzGQpEig82ASDFG0QIvNIdMQFWdT4Iv4lpAT5zmwmQlVDx/OuHBncev+yAhmk9ImEIsQAGtN5FDBTn+SLRAxImNmNgGLSPnz7671+Q1c8j9vkK4BhCeHW+fQXAO8+XZgASzmxClU/jrkxH30+PLwAmmzBmBMR8/8xXMAeG5/kKTgGfrjqfxgFoV/6L1/Ss3YoDHDaDyYLjz3wW33KbTb5NOj0Vi9GkXy2hzKdxgN3d/GW7JFklgLsi6aHOZ9GCR7Js8hVM/xSb5NpV5tO4gNDp/HM6duva2w7kP8///pzIpozdXtv883b+h/XD1zz++u9rjNqUv0SzfjeC7vZfDKGr/TNz6GL/0yjuv39tGPc7f/h2qZtxfnQVBqreCKkbcH57LWap3hipf/v9iesxRvWGSf0eqjda6vqqN1zqmqo3X+oaqn8Mqd+s+oeT+m2qf0Cp/27nXnbTBgIoDB/ANrYxPAAb72JMzB0TLom5mBWXNFWqSuf9X6QwkCglmqTdMcN8K8Tu1xgdC2T+Y+rVHPV/nXplR/2Lqddk1KVTr8uoS6del1GXTr0uoy6del1GXT71uoy6dOp1GXXp1Osy6tKp12XU5VOvy6hLp16XUZdOvS6jLp16XUZdOvW6jLp86nUZden/n+ky6pKp/6XNqF/TU6VSps/0mT6NmD61mT61mT61mT613VRff4Cz5gB6+Ng3ZoizqgM9EO+GXEDjvk3C8RxxPWp3RV9anAW7KdD9Eb10oCrijfXIdWfORssp+8e+dblVcIvosh7WqezHkXjXZA+hDXR4f+wLJsAiRpIBU7cARV30oVZoR+wd+0LO7B58ZrZtRz+hqIu+mIkdn/r8RdVl0eK4cRBDURd9wQvQE33T4gB+w/XdLYC4AkVd9I33m86YlUMfknyZ5mOsOVoVqUPfkD0sXNJ7oHXo60ZkVoOVk7ShKuJv/p0Pv3l6eT/AUbOfQlk3dX+tIdOnNtOnNtOnNtOnNtOnNtOnNtOnNtOnNtOnNtOnNtOnNp37vFIMIi550JP1VHrla+nJgqbsEsmSuj+efMcSfdoe3/EAdT6+4wFqfXyA/aTz8QHWi9bHZxiGYRiGYRiGcTPS+5M+ZIZddR/eABY8g0yLDj6xn4dQQqfRcMhGYweZ/nqETyLeQRUVEsBgW85sH5V9XJhNc2fuPHirPGin6O5tdB3Pnk3mwLA6m/3uoUo6NdTqURLi6om+1OXBBCEPphRcklVxfY4o3CMR724yMlr0eHT9392LPo9ja0neheSkArKwypgNbM7e+gbNgHEaPKRTsiauT4c7f8TIx5UTfW0GeU6OQmYADqFosIAay+e+OtCmh6GXl8mu6HM5zh1yiSsn+iYs1w8WIbeib4kdHz/0/RR9aZnl5+jcR2b1g6t/Mk70rbkHFvNmyPYXfXMGfspzX8ZHWPO5Gtdnn2w7dK2v+/pk7JAVBJx0YrrPD9zj2lXoAmi5ZFTDqc+96GtxC1TpYUsmCdfwyJa/JpmsoAh/OfDxrc0QwnTjA1ZHkbsYw7hZfwDK9vk4zPx4dgAAAABJRU5ErkJggg==)

Consider the following example to understand the functioning of the do-while loop in Java.

**Calculation.java**

1. **public** **class** Calculation {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. **int** i = 0;
5. System.out.println("Printing the list of first 10 even numbers \n");
6. **do** {
7. System.out.println(i);
8. i = i + 2;
9. }**while**(i<=10);
10. }
11. }

**Output:**

Printing the list of first 10 even numbers

0

2

4

6

8

10

### Jump Statements

Jump statements are used to transfer the control of the program to the specific statements. In other words, jump statements transfer the execution control to the other part of the program. There are two types of jump statements in Java, i.e., break and continue.

### Java break statement

As the name suggests, the [break statement](https://www.javatpoint.com/java-break) is used to break the current flow of the program and transfer the control to the next statement outside a loop or switch statement. However, it breaks only the inner loop in the case of the nested loop.

The break statement cannot be used independently in the Java program, i.e., it can only be written inside the loop or switch statement.

**The break statement example with for loop**

Consider the following example in which we have used the break statement with the for loop.

**BreakExample.java**

1. **public** **class** BreakExample {
3. **public** **static** **void** main(String[] args) {
4. // TODO Auto-generated method stub
5. **for**(**int** i = 0; i<= 10; i++) {
6. System.out.println(i);
7. **if**(i==6) {
8. **break**;
9. }
10. }
11. }
12. }

**Output:**

0

1

2

3

4

5

6

**break statement example with labeled for loop**

**Calculation.java**

1. **public** **class** Calculation {
3. **public** **static** **void** main(String[] args) {
4. // TODO Auto-generated method stub
5. a:
6. **for**(**int** i = 0; i<= 10; i++) {
7. b:
8. **for**(**int** j = 0; j<=15;j++) {
9. c:
10. **for** (**int** k = 0; k<=20; k++) {
11. System.out.println(k);
12. **if**(k==5) {
13. **break** a;
14. }
15. }
16. }
18. }
19. }

22. }

**Output:**

0

1

2

3

4

5

### Java continue statement

Unlike break statement, the [continue statement](https://www.javatpoint.com/java-continue) doesn't break the loop, whereas, it skips the specific part of the loop and jumps to the next iteration of the loop immediately.

Consider the following example to understand the functioning of the continue statement in Java.

1. **public** **class** ContinueExample {
3. **public** **static** **void** main(String[] args) {
4. // TODO Auto-generated method stub
6. **for**(**int** i = 0; i<= 2; i++) {
8. **for** (**int** j = i; j<=5; j++) {
10. **if**(j == 4) {
11. **continue**;
12. }
13. System.out.println(j);
14. }
15. }
16. }
18. }

**Output:**

0

1

2

3

5

1

2

3

5

2

3

5

**Arrays:**

Normally, an array is a collection of similar type of elements which has contiguous memory location.

**Java array** is an object which contains elements of a similar data type. Additionally, The elements of an array are stored in a contiguous memory location. It is a data structure where we store similar elements. We can store only a fixed set of elements in a Java array.

Array in Java is index-based, the first element of the array is stored at the 0th index, 2nd element is stored on 1st index and so on.

Unlike C/C++, we can get the length of the array using the length member. In C/C++, we need to use the sizeof operator.

### Advantages

* **Code Optimization:** It makes the code optimized, we can retrieve or sort the data efficiently.
* **Random access:** We can get any data located at an index position.

### Disadvantages

* **Size Limit:** We can store only the fixed size of elements in the array. It doesn't grow its size at runtime. To solve this problem, collection framework is used in Java which grows automatically.

### Types of Array in java

There are two types of array.

* Single Dimensional Array
* Multidimensional Array

## Single Dimensional Array in Java

**Syntax to Declare an Array in Java**

1. dataType[] arr; (or)
2. dataType []arr; (or)
3. dataType arr[];

**Instantiation of an Array in Java**

1. arrayRefVar=**new** datatype[size];

### Example of Java Array

Let's see the simple example of java array, where we are going to declare, instantiate, initialize and traverse an array.

1. //Java Program to illustrate how to declare, instantiate, initialize
2. //and traverse the Java array.
3. **class** Testarray{
4. **public** **static** **void** main(String args[]){
5. **int** a[]=**new** **int**[5];//declaration and instantiation
6. a[0]=10;//initialization
7. a[1]=20;
8. a[2]=70;
9. a[3]=40;
10. a[4]=50;
11. //traversing array
12. **for**(**int** i=0;i<a.length;i++)//length is the property of array
13. System.out.println(a[i]);
14. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testarray)

Output:

10

20

70

40

50

## Declaration, Instantiation and Initialization of Java Array

We can declare, instantiate and initialize the java array together by:

1. **int** a[]={33,3,4,5};//declaration, instantiation and initialization

Let's see the simple example to print this array.

1. //Java Program to illustrate the use of declaration, instantiation
2. //and initialization of Java array in a single line
3. **class** Testarray1{
4. **public** **static** **void** main(String args[]){
5. **int** a[]={33,3,4,5};//declaration, instantiation and initialization
6. //printing array
7. **for**(**int** i=0;i<a.length;i++)//length is the property of array
8. System.out.println(a[i]);
9. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testarray1)

Output:

33

3

4

5

## For-each Loop for Java Array

We can also print the Java array using [**for-each loop**](https://www.javatpoint.com/for-each-loop). The Java for-each loop prints the array elements one by one. It holds an array element in a variable, then executes the body of the loop.

The syntax of the for-each loop is given below:

1. **for**(data\_type variable:array){
2. //body of the loop
3. }

Let us see the example of print the elements of Java array using the for-each loop.

1. //Java Program to print the array elements using for-each loop
2. **class** Testarray1{
3. **public** **static** **void** main(String args[]){
4. **int** arr[]={33,3,4,5};
5. //printing array using for-each loop
6. **for**(**int** i:arr)
7. System.out.println(i);
8. }}

Output:

33

3

4

5

## Passing Array to a Method in Java

We can pass the java array to method so that we can reuse the same logic on any array.

Let's see the simple example to get the minimum number of an array using a method.

1. //Java Program to demonstrate the way of passing an array
2. //to method.
3. **class** Testarray2{
4. //creating a method which receives an array as a parameter
5. **static** **void** min(**int** arr[]){
6. **int** min=arr[0];
7. **for**(**int** i=1;i<arr.length;i++)
8. **if**(min>arr[i])
9. min=arr[i];
11. System.out.println(min);
12. }
14. **public** **static** **void** main(String args[]){
15. **int** a[]={33,3,4,5};//declaring and initializing an array
16. min(a);//passing array to method
17. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testarray2)

Output:

3

## Anonymous Array in Java

Java supports the feature of an anonymous array, so you don't need to declare the array while passing an array to the method.

1. //Java Program to demonstrate the way of passing an anonymous array
2. //to method.
3. **public** **class** TestAnonymousArray{
4. //creating a method which receives an array as a parameter
5. **static** **void** printArray(**int** arr[]){
6. **for**(**int** i=0;i<arr.length;i++)
7. System.out.println(arr[i]);
8. }
10. **public** **static** **void** main(String args[]){
11. printArray(**new** **int**[]{10,22,44,66});//passing anonymous array to method
12. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestAnonymousArray)

Output:

10

22

44

66

## Returning Array from the Method

We can also return an array from the method in Java.

1. //Java Program to return an array from the method
2. **class** TestReturnArray{
3. //creating method which returns an array
4. **static** **int**[] get(){
5. **return** **new** **int**[]{10,30,50,90,60};
6. }
8. **public** **static** **void** main(String args[]){
9. //calling method which returns an array
10. **int** arr[]=get();
11. //printing the values of an array
12. **for**(**int** i=0;i<arr.length;i++)
13. System.out.println(arr[i]);
14. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestReturnArray)

Output:

10

30

50

90

60

## ArrayIndexOutOfBoundsException

The Java Virtual Machine (JVM) throws an ArrayIndexOutOfBoundsException if length of the array in negative, equal to the array size or greater than the array size while traversing the array.

1. //Java Program to demonstrate the case of
2. //ArrayIndexOutOfBoundsException in a Java Array.
3. **public** **class** TestArrayException{
4. **public** **static** **void** main(String args[]){
5. **int** arr[]={50,60,70,80};
6. **for**(**int** i=0;i<=arr.length;i++){
7. System.out.println(arr[i]);
8. }
9. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestArrayException)

Output:

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 4

at TestArrayException.main(TestArrayException.java:5)

50

60

70

80

## Multidimensional Array in Java

In such case, data is stored in row and column based index (also known as matrix form).

**Syntax to Declare Multidimensional Array in Java**

1. dataType[][] arrayRefVar; (or)
2. dataType [][]arrayRefVar; (or)
3. dataType arrayRefVar[][]; (or)
4. dataType []arrayRefVar[];

**Example to instantiate Multidimensional Array in Java**

1. **int**[][] arr=**new** **int**[3][3];//3 row and 3 column

**Example to initialize Multidimensional Array in Java**

1. arr[0][0]=1;
2. arr[0][1]=2;
3. arr[0][2]=3;
4. arr[1][0]=4;
5. arr[1][1]=5;
6. arr[1][2]=6;
7. arr[2][0]=7;
8. arr[2][1]=8;
9. arr[2][2]=9;

### Example of Multidimensional Java Array

Let's see the simple example to declare, instantiate, initialize and print the 2Dimensional array.

1. //Java Program to illustrate the use of multidimensional array
2. **class** Testarray3{
3. **public** **static** **void** main(String args[]){
4. //declaring and initializing 2D array
5. **int** arr[][]={{1,2,3},{2,4,5},{4,4,5}};
6. //printing 2D array
7. **for**(**int** i=0;i<3;i++){
8. **for**(**int** j=0;j<3;j++){
9. System.out.print(arr[i][j]+" ");
10. }
11. System.out.println();
12. }
13. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testarray3)

Output:

1 2 3

2 4 5

4 4 5

## Jagged Array in Java

If we are creating odd number of columns in a 2D array, it is known as a jagged array. In other words, it is an array of arrays with different number of columns.

1. //Java Program to illustrate the jagged array
2. **class** TestJaggedArray{
3. **public** **static** **void** main(String[] args){
4. //declaring a 2D array with odd columns
5. **int** arr[][] = **new** **int**[3][];
6. arr[0] = **new** **int**[3];
7. arr[1] = **new** **int**[4];
8. arr[2] = **new** **int**[2];
9. //initializing a jagged array
10. **int** count = 0;
11. **for** (**int** i=0; i<arr.length; i++)
12. **for**(**int** j=0; j<arr[i].length; j++)
13. arr[i][j] = count++;
15. //printing the data of a jagged array
16. **for** (**int** i=0; i<arr.length; i++){
17. **for** (**int** j=0; j<arr[i].length; j++){
18. System.out.print(arr[i][j]+" ");
19. }
20. System.out.println();//new line
21. }
22. }
23. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestJaggedArray)

Output:

0 1 2

3 4 5 6

7 8

**Java command-line argument:**

Java command-line argument is an argument i.e. passed at the time of running the Java program. In the command line, the arguments passed from the console can be received in the java program and they can be used as input. The users can pass the arguments during the execution bypassing the command-line arguments inside the main() method.

We need to pass the arguments as space-separated values. We can pass both strings and primitive data types(int, double, float, char, etc) as command-line arguments. These arguments convert into a string array and are provided to the main() function as a string array argument.

When command-line arguments are supplied to JVM, JVM wraps these and supplies them to args[]. It can be confirmed that they are wrapped up in an args array by checking the length of args using args.length.

Internally, JVM wraps up these command-line arguments into the args[ ] array that we pass into the main() function. We can check these arguments using args.length method. JVM stores the first command-line argument at args[0], the second at args[1], the third at args[2], and so on.

### Simple example of command-line argument in java

|  |
| --- |
| In this example, we are receiving only one argument and printing it. To run this java program, you must pass at least one argument from the command prompt. |

1. **class** CommandLineExample{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Your first argument is: "+args[0]);
4. }
5. }
6. compile by > javac CommandLineExample.java
7. run by > java CommandLineExample sonoo

### Example of command-line argument that prints all the values

|  |
| --- |
| In this example, we are printing all the arguments passed from the command-line. For this purpose, we have traversed the array using for loop. |

1. **class** A{
2. **public** **static** **void** main(String args[]){
4. **for**(**int** i=0;i<args.length;i++)
5. System.out.println(args[i]);
7. }
8. }
9. compile by > javac A.java
10. run by > java A sonoo jaiswal 1 3 abc

Output: sonoo

jaiswal

1

3

abc

**UNIT-III**

**INTERFACE AND EXCEPTIONS**

# Inheritance in Java

**Inheritance in Java** is a mechanism in which one object acquires all the properties and behaviours of a parent object. It is an important part of OOPs (Object Oriented programming system).

The idea behind inheritance in Java is that you can create new [classes](https://www.javatpoint.com/object-and-class-in-java) that are built upon existing classes. When you inherit from an existing class, you can reuse methods and fields of the parent class. Moreover, you can add new methods and fields in your current class also.

Inheritance represents the **IS-A relationship** which is also known as a parent-child relationship.

### Why use inheritance in java

* For Method Overriding (so runtime polymorphism can be achieved).
* For Code Reusability.

### Terms used in Inheritance

* **Class:** A class is a group of objects which have common properties. It is a template or blueprint from which objects are created.
* **Sub Class/Child Class:** Subclass is a class which inherits the other class. It is also called a derived class, extended class, or child class.
* **Super Class/Parent Class:** Superclass is the class from where a subclass inherits the features. It is also called a base class or a parent class.
* **Reusability:** As the name specifies, reusability is a mechanism which facilitates you to reuse the fields and methods of the existing class when you create a new class. You can use the same fields and methods already defined in the previous class.

### The syntax of Java Inheritance

1. **class** Subclass-name **extends** Superclass-name
2. {
3. //methods and fields
4. }

The **extends keyword** indicates that you are making a new class that derives from an existing class. The meaning of "extends" is to increase the functionality.

### Java Inheritance Example
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As displayed in the above figure, Programmer is the subclass and Employee is the superclass. The relationship between the two classes is **Programmer IS-A Employee**. It means that Programmer is a type of Employee.

1. **class** Employee{
2. **float** salary=40000;
3. }
4. **class** Programmer **extends** Employee{
5. **int** bonus=10000;
6. **public** **static** **void** main(String args[]){
7. Programmer p=**new** Programmer();
8. System.out.println("Programmer salary is:"+p.salary);
9. System.out.println("Bonus of Programmer is:"+p.bonus);
10. }
11. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Programmer)

Programmer salary is:40000.0

Bonus of programmer is:10000

In the above example, Programmer object can access the field of own class as well as of Employee class i.e. code reusability.

## Types of inheritance in java

On the basis of class, there can be three types of inheritance in java: single, multilevel and hierarchical.

In java programming, multiple and hybrid inheritance is supported through interface only. We will learn about interfaces later.
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#### Note: Multiple inheritance is not supported in Java through class.

When one class inherits multiple classes, it is known as multiple inheritance. For Example:
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## Single Inheritance Example

When a class inherits another class, it is known as a single inheritance. In the example given below, Dog class inherits the Animal class, so there is the single inheritance.

*File: TestInheritance.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** TestInheritance{
8. **public** **static** **void** main(String args[]){
9. Dog d=**new** Dog();
10. d.bark();
11. d.eat();
12. }}

Output:

barking...

eating...

## Multilevel Inheritance Example

When there is a chain of inheritance, it is known as multilevel inheritance. As you can see in the example given below, BabyDog class inherits the Dog class which again inherits the Animal class, so there is a multilevel inheritance.

*File: TestInheritance2.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** BabyDog **extends** Dog{
8. **void** weep(){System.out.println("weeping...");}
9. }
10. **class** TestInheritance2{
11. **public** **static** **void** main(String args[]){
12. BabyDog d=**new** BabyDog();
13. d.weep();
14. d.bark();
15. d.eat();
16. }}

Output:

weeping...

barking...

eating...

## Hierarchical Inheritance Example

When two or more classes inherits a single class, it is known as hierarchical inheritance. In the example given below, Dog and Cat classes inherits the Animal class, so there is hierarchical inheritance.

*File: TestInheritance3.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** Cat **extends** Animal{
8. **void** meow(){System.out.println("meowing...");}
9. }
10. **class** TestInheritance3{
11. **public** **static** **void** main(String args[]){
12. Cat c=**new** Cat();
13. c.meow();
14. c.eat();
15. //c.bark();//C.T.Error
16. }}

Output:

meowing...

eating...

## Q) Why multiple inheritance is not supported in java?

To reduce the complexity and simplify the language, multiple inheritance is not supported in java.

Consider a scenario where A, B, and C are three classes. The C class inherits A and B classes. If A and B classes have the same method and you call it from child class object, there will be ambiguity to call the method of A or B class.

Since compile-time errors are better than runtime errors, Java renders compile-time error if you inherit 2 classes. So whether you have same method or different, there will be compile time error.

1. **class** A{
2. **void** msg(){System.out.println("Hello");}
3. }
4. **class** B{
5. **void** msg(){System.out.println("Welcome");}
6. }
7. **class** C **extends** A,B{//suppose if it were
9. **public** **static** **void** main(String args[]){
10. C obj=**new** C();
11. obj.msg();//Now which msg() method would be invoked?
12. }
13. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=C)

Compile Time Error

# Interface in Java

An **interface in Java** is a blueprint of a class. It has static constants and abstract methods.

The interface in Java is a mechanism to achieve abstraction. There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and multiple [inheritance in Java](https://www.javatpoint.com/inheritance-in-java).

In other words, you can say that interfaces can have abstract methods and variables. It cannot have a method body.

Java Interface also **represents the IS-A relationship**.

It cannot be instantiated just like the abstract class.

Since Java 8, we can have **default and static methods** in an interface.

Since Java 9, we can have **private methods** in an interface.

## Why use Java interface?

There are mainly three reasons to use interface. They are given below.

* It is used to achieve abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

## How to declare an interface?

An interface is declared by using the interface keyword. It provides total abstraction; means all the methods in an interface are declared with the empty body, and all the fields are public, static and final by default. A class that implements an interface must implement all the methods declared in the interface.

### Syntax:

1. **interface** <interface\_name>{
3. // declare constant fields
4. // declare methods that abstract
5. // by default.
6. }

## Java 8 Interface Improvement

Since Java 8, interface can have default and static methods which is discussed later.

## Internal addition by the compiler

#### The Java compiler adds public and abstract keywords before the interface method. Moreover, it adds public, static and final keywords before data members.

In other words, Interface fields are public, static and final by default, and the methods are public and abstract.

![interface in java](data:image/png;base64,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)

#### The relationship between classes and interfaces

As shown in the figure given below, a class extends another class, an interface extends another interface, but a **class implements an interface**.
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## Java Interface Example

In this example, the Printable interface has only one method, and its implementation is provided in the A6 class.

1. **interface** printable{
2. **void** print();
3. }
4. **class** A6 **implements** printable{
5. **public** **void** print(){System.out.println("Hello");}
7. **public** **static** **void** main(String args[]){
8. A6 obj = **new** A6();
9. obj.print();
10. }
11. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=A6)

Output:

Hello

## Java Interface Example: Drawable

In this example, the Drawable interface has only one method. Its implementation is provided by Rectangle and Circle classes. In a real scenario, an interface is defined by someone else, but its implementation is provided by different implementation providers. Moreover, it is used by someone else. The implementation part is hidden by the user who uses the interface.

*File: TestInterface1.java*

1. //Interface declaration: by first user
2. **interface** Drawable{
3. **void** draw();
4. }
5. //Implementation: by second user
6. **class** Rectangle **implements** Drawable{
7. **public** **void** draw(){System.out.println("drawing rectangle");}
8. }
9. **class** Circle **implements** Drawable{
10. **public** **void** draw(){System.out.println("drawing circle");}
11. }
12. //Using interface: by third user
13. **class** TestInterface1{
14. **public** **static** **void** main(String args[]){
15. Drawable d=**new** Circle();//In real scenario, object is provided by method e.g. getDrawable()
16. d.draw();
17. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestInterface1)

Output:

drawing circle

## Java Interface Example: Bank

Let's see another example of java interface which provides the implementation of Bank interface.

*File: TestInterface2.java*

1. **interface** Bank{
2. **float** rateOfInterest();
3. }
4. **class** SBI **implements** Bank{
5. **public** **float** rateOfInterest(){**return** 9.15f;}
6. }
7. **class** PNB **implements** Bank{
8. **public** **float** rateOfInterest(){**return** 9.7f;}
9. }
10. **class** TestInterface2{
11. **public** **static** **void** main(String[] args){
12. Bank b=**new** SBI();
13. System.out.println("ROI: "+b.rateOfInterest());
14. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestInterface2)

Output:

ROI: 9.15

## Multiple inheritance in Java by interface

If a class implements multiple interfaces, or an interface extends multiple interfaces, it is known as multiple inheritance.
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1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** show();
6. }
7. **class** A7 **implements** Printable,Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. A7 obj = **new** A7();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=A7)

Output:Hello

Welcome

## Q) Multiple inheritance is not supported through class in java, but it is possible by an interface, why?

As we have explained in the inheritance chapter, multiple inheritance is not supported in the case of [class](https://www.javatpoint.com/object-and-class-in-java) because of ambiguity. However, it is supported in case of an interface because there is no ambiguity. It is because its implementation is provided by the implementation class. For example:

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** print();
6. }
8. **class** TestInterface3 **implements** Printable, Showable{
9. **public** **void** print(){System.out.println("Hello");}
10. **public** **static** **void** main(String args[]){
11. TestInterface3 obj = **new** TestInterface3();
12. obj.print();
13. }
14. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestInterface3)

Output:

Hello

As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class TestTnterface1, so there is no ambiguity.

## Interface inheritance

A class implements an interface, but one interface extends another interface.

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable **extends** Printable{
5. **void** show();
6. }
7. **class** TestInterface4 **implements** Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. TestInterface4 obj = **new** TestInterface4();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestInterface4)

Output:

Hello

Welcome

## Java 8 Default Method in Interface

Since Java 8, we can have method body in interface. But we need to make it default method. Let's see an example:

*File: TestInterfaceDefault.java*

1. **interface** Drawable{
2. **void** draw();
3. **default** **void** msg(){System.out.println("default method");}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** TestInterfaceDefault{
9. **public** **static** **void** main(String args[]){
10. Drawable d=**new** Rectangle();
11. d.draw();
12. d.msg();
13. }}

# Abstract class in Java

A class which is declared with the abstract keyword is known as an abstract class in [Java](https://www.javatpoint.com/java-tutorial). It can have abstract and non-abstract methods (method with the body).

Before learning the Java abstract class, let's understand the abstraction in Java first.

### Abstraction in Java

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only essential things to the user and hides the internal details, for example, sending SMS where you type the text and send the message. You don't know the internal processing about the message delivery. instead of how it does it.

### Ways to achieve Abstraction

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

### Abstract class in Java

A class which is declared as abstract is known as an **abstract class**. It can have abstract and non-abstract methods. It needs to be extended and its method implemented. It cannot be instantiated.

#### Points to Remember

* An abstract class must be declared with an abstract keyword.
* It can have abstract and non-abstract methods.
* It cannot be instantiated.
* It can have [constructors](https://www.javatpoint.com/java-constructor) and static methods also.
* It can have final methods which will force the subclass not to change the body of the method.

**Example of abstract class**

1. **abstract** **class** A{}

### Abstract Method in Java

A method which is declared as abstract and does not have implementation is known as an abstract method.

**Example of abstract method**

1. **abstract** **void** printStatus();//no method body and abstract

### Example of Abstract class that has an abstract method

In this example, Bike is an abstract class that contains only one abstract method run. Its implementation is provided by the Honda class.

1. **abstract** **class** Bike{
2. **abstract** **void** run();
3. }
4. **class** Honda4 **extends** Bike{
5. **void** run(){System.out.println("running safely");}
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Honda4();
8. obj.run();
9. }
10. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Honda4)

running safely

### Understanding the real scenario of Abstract class

In this example, Shape is the abstract class, and its implementation is provided by the Rectangle and Circle classes.

Mostly, we don't know about the implementation class (which is hidden to the end user), and an object of the implementation class is provided by the **factory method**.

A **factory method** is a method that returns the instance of the class. We will learn about the factory method later.

In this example, if you create the instance of Rectangle class, draw() method of Rectangle class will be invoked.

*File: TestAbstraction1.java*

1. **abstract** **class** Shape{
2. **abstract** **void** draw();
3. }
4. //In real scenario, implementation is provided by others i.e. unknown by end user
5. **class** Rectangle **extends** Shape{
6. **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** Circle1 **extends** Shape{
9. **void** draw(){System.out.println("drawing circle");}
10. }
11. //In real scenario, method is called by programmer or user
12. **class** TestAbstraction1{
13. **public** **static** **void** main(String args[]){
14. Shape s=**new** Circle1();//In a real scenario, object is provided through method, e.g., getShape() method
15. s.draw();
16. }
17. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction1)

drawing circle

### Another example of Abstract class in java

*File: TestBank.java*

1. **abstract** **class** Bank{
2. **abstract** **int** getRateOfInterest();
3. }
4. **class** SBI **extends** Bank{
5. **int** getRateOfInterest(){**return** 7;}
6. }
7. **class** PNB **extends** Bank{
8. **int** getRateOfInterest(){**return** 8;}
9. }
11. **class** TestBank{
12. **public** **static** **void** main(String args[]){
13. Bank b;
14. b=**new** SBI();
15. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
16. b=**new** PNB();
17. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
18. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestBank)

Rate of Interest is: 7 %

Rate of Interest is: 8 %

Difference between abstract class and interface

Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.

But there are many differences between abstract class and interface that are given below.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. Since Java 8, it can have **default and static methods** also. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 6) An **abstract class** can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. |
| 7) An **abstract class** can be extended using keyword "extends". | An **interface** can be implemented using keyword "implements". |
| 8) A Java **abstract class** can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| 9)**Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

# Java Package

A **java package** is a group of similar types of classes, interfaces and sub-packages.

Package in java can be categorized in two form, built-in package and user-defined package.

There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.

Here, we will have the detailed learning of creating and using user-defined packages.

## Advantage of Java Package

1) Java package is used to categorize the classes and interfaces so that they can be easily maintained.

2) Java package provides access protection.

3) Java package removes naming collision.
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## Simple example of java package

The **package keyword** is used to create a package in java.

1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }

## How to compile java package

If you are not using any IDE, you need to follow the **syntax** given below:

1. javac -d directory javafilename

For **example**

1. javac -d . Simple.java

The -d switch specifies the destination where to put the generated class file. You can use any directory name like /home (in case of Linux), d:/abc (in case of windows) etc. If you want to keep the package within the same directory, you can use . (dot).

## How to run java package program

You need to use fully qualified name e.g. mypack.Simple etc to run the class.

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java mypack.Simple |
| Output:Welcome to packageThe -d is a switch that tells the compiler where to put the class file i.e. it represents destination. The . represents the current folder. |

## How to access package from another package?

There are three ways to access the package from outside the package.

1. import package.\*;
2. import package.classname;
3. fully qualified name.

#### 1) Using packagename.\*

If you use package.\* then all the classes and interfaces of this package will be accessible but not subpackages.

The import keyword is used to make the classes and interface of another package accessible to the current package.

## Example of package that import the packagename.\*

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **public** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B{
11. **public** **static** **void** main(String args[]){
12. A obj = **new** A();
13. obj.msg();
14. }
15. }

Output:Hello

#### 2) Using packagename.classname

If you import package.classname then only declared class of this package will be accessible.

## Example of package by import package.classname

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
8. **package** mypack;
9. **import** pack.A;
11. **class** B{
12. **public** **static** **void** main(String args[]){
13. A obj = **new** A();
14. obj.msg();
15. }

#### 3) Using fully qualified name

If you use fully qualified name then only declared class of this package will be accessible. Now there is no need to import. But you need to use fully qualified name every time when you are accessing the class or interface.

It is generally used when two packages have same class name e.g. java.util and java.sql packages contain Date class.

## Example of package by import fully qualified name

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **public** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **class** B{
9. **public** **static** **void** main(String args[]){
10. pack.A obj = **new** pack.A();//using fully qualified name
11. obj.msg();
12. }
13. }  **Note: If you import a package, subpackages will not be imported.**

If you import a package, all the classes and interface of that package will be imported excluding the classes and interfaces of the subpackages. Hence, you need to import the subpackage as well.

#### Note: Sequence of the program must be package then import then class.
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## Subpackage in java

Package inside the package is called the **subpackage**. It should be created **to categorize the package further**.

Let's take an example, Sun Microsystem has definded a package named java that contains many classes like System, String, Reader, Writer, Socket etc. These classes represent a particular group e.g. Reader and Writer classes are for Input/Output operation, Socket and ServerSocket classes are for networking etc and so on. So, Sun has subcategorized the java package into subpackages such as lang, net, io etc. and put the Input/Output related classes in io package, Server and ServerSocket classes in net packages and so on.

#### The standard of defining package is domain.company.package e.g. com.java.bean or org.sssit.dao.

### Example of Subpackage

1. **package** com.java.core;
2. **class** Simple{
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello subpackage");
5. }
6. }

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java com.java.core.Simple |

Output:Hello subpackage

## How to send the class file to another directory or drive?

There is a scenario, I want to put the class file of A.java source file in classes folder of c: drive. For example:

![how to put class file in another package](data:image/jpeg;base64,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)

1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }

### To Compile:

**e:\sources> javac -d c:\classes Simple.java**

### To Run:

|  |
| --- |
| To run this program from e:\source directory, you need to set classpath of the directory where the class file resides. |
| **e:\sources> set classpath=c:\classes;.;** |
| **e:\sources> java mypack.Simple** |

### Another way to run this program by -classpath switch of java:

The -classpath switch can be used with javac and java tool.

To run this program from e:\source directory, you can use -classpath switch of java that tells where to look for class file. For example:

**e:\sources> java -classpath c:\classes mypack.Simple**

Output:Welcome to package

### Ways to load the class files or jar files

|  |
| --- |
| There are two ways to load the class files temporary and permanent. |

* Temporary
  + By setting the classpath in the command prompt
  + By -classpath switch
* Permanent
  + By setting the classpath in the environment variables
  + By creating the jar file, that contains all the class files, and copying the jar file in the jre/lib/ext folder.

#### Rule: There can be only one public class in a java source file and it must be saved by the public class name.

1. //save as C.java otherwise Compilte Time Error
3. **class** A{}
4. **class** B{}
5. **public** **class** C{}

### How to put two public classes in a package?

|  |
| --- |
| If you want to put two public classes in a package, have two java source files containing one public class, but keep the package name same. For example: |

1. //save as A.java
3. **package** javat;
4. **public** **class** A{}
5. //save as B.java
7. **package** javat;
8. **public** **class** B{}

# Access Modifiers in Java

There are two types of modifiers in Java: **access modifiers** and **non-access modifiers**.

The access modifiers in Java specifies the accessibility or scope of a field, method, constructor, or class. We can change the access level of fields, constructors, methods, and class by applying the access modifier on it.

There are four types of Java access modifiers:

1. **Private**: The access level of a private modifier is only within the class. It cannot be accessed from outside the class.
2. **Default**: The access level of a default modifier is only within the package. It cannot be accessed from outside the package. If you do not specify any access level, it will be the default.
3. **Protected**: The access level of a protected modifier is within the package and outside the package through child class. If you do not make the child class, it cannot be accessed from outside the package.
4. **Public**: The access level of a public modifier is everywhere. It can be accessed from within the class, outside the class, within the package and outside the package.

There are many non-access modifiers, such as static, abstract, synchronized, native, volatile, transient, etc. Here, we are going to learn the access modifiers only.

### Understanding Java Access Modifiers

Let's understand the access modifiers in Java by a simple table.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

### 1) Private

The private access modifier is accessible only within the class.

**Simple example of private access modifier**

In this example, we have created two classes A and Simple. A class contains private data member and private method. We are accessing these private members from outside the class, so there is a compile-time error.

1. **class** A{
2. **private** **int** data=40;
3. **private** **void** msg(){System.out.println("Hello java");}
4. }
6. **public** **class** Simple{
7. **public** **static** **void** main(String args[]){
8. A obj=**new** A();
9. System.out.println(obj.data);//Compile Time Error
10. obj.msg();//Compile Time Error
11. }
12. }

### Role of Private Constructor

If you make any class constructor private, you cannot create the instance of that class from outside the class. For example:

1. **class** A{
2. **private** A(){}//private constructor
3. **void** msg(){System.out.println("Hello java");}
4. }
5. **public** **class** Simple{
6. **public** **static** **void** main(String args[]){
7. A obj=**new** A();//Compile Time Error
8. }
9. }

#### Note: A class cannot be private or protected except nested class.

### 2) Default

If you don't use any modifier, it is treated as **default** by default. The default modifier is accessible only within package. It cannot be accessed from outside the package. It provides more accessibility than private. But, it is more restrictive than protected, and public.

**Example of default access modifier**

In this example, we have created two packages pack and mypack. We are accessing the A class from outside its package, since A class is not public, so it cannot be accessed from outside the package.

1. //save by A.java
2. **package** pack;
3. **class** A{
4. **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
9. **class** B{
10. **public** **static** **void** main(String args[]){
11. A obj = **new** A();//Compile Time Error
12. obj.msg();//Compile Time Error
13. }
14. }

In the above example, the scope of class A and its method msg() is default so it cannot be accessed from outside the package.

### 3) Protected

The **protected access modifier** is accessible within package and outside the package but through inheritance only.

The protected access modifier can be applied on the data member, method and constructor. It can't be applied on the class.

It provides more accessibility than the default modifer.

**Example of protected access modifier**

In this example, we have created the two packages pack and mypack. The A class of pack package is public, so can be accessed from outside the package. But msg method of this package is declared as protected, so it can be accessed from outside the class only through inheritance.

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **protected** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B **extends** A{
11. **public** **static** **void** main(String args[]){
12. B obj = **new** B();
13. obj.msg();
14. }
15. }

Output:Hello

### 4) Public

The **public access modifier** is accessible everywhere. It has the widest scope among all other modifiers.

**Example of public access modifier**

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
9. **package** mypack;
10. **import** pack.\*;
12. **class** B{
13. **public** **static** **void** main(String args[]){
14. A obj = **new** A();
15. obj.msg();
16. }
17. }

Output:Hello

## Package java.lang Description

The most important classes are [**Object**](https://www.javaguides.net/2018/09/object-class-methods-in-java-with-examples.html), which is the root of the class hierarchy, and Class, instances of which represent classes at runtime.  
Frequently it is necessary to represent a value of primitive type as if it were an object. The wrapper classes Boolean, Character, Integer, Short, Byte, Long, Float, and Double serve this purpose.  
  
The classes String, StringBuffer, and StringBuilder similarly provide commonly used operations on character strings.  
  
Class Throwable encompasses objects that may be thrown by the throw statement. Subclasses of Throwable represent errors and exceptions.  
  
Following are a list of classes under *java.lang* package. I explained all the methods with lots of examples from each class. Our suggestion is to do lots of hands experience using this tutorial.  
  
Click on each class will navigate to their respective page.

### >> [java.lang Object Class](https://www.javaguides.net/2018/09/object-class-methods-in-java-with-examples.html)

The Object class, in the [**java.lang**](https://docs.oracle.com/javase/8/docs/api/java/lang/package-summary.html) package sits at the top of the class hierarchy tree. Every class is a descendant, direct or indirect, of the Object class. In this article, you will learn all the Object class methods with examples.

### >> [java.lang Boolean Class](https://www.javaguides.net/2018/08/boolean-wrapper-class-in-java.html)

The Boolean class wraps a value of the primitive type boolean in an object. An object of type Boolean contains a single field whose type is boolean. In this article, you will learn all the Boolean class methods with examples.

### >> [java.lang Byte Class](https://www.javaguides.net/2018/08/byte-wrapper-class-in-java.html)

In this article, you will learn all the Byte class methods with examples. The Byte class wraps a value of primitive type byte in an object. An object of type Byte contains a single field whose type is a byte.

### >> [java.lang Character Class](https://www.javaguides.net/2018/08/character-wrapper-class-in-java.html)

In this article, you will learn all the Character wrapper class methods with examples. The Character class wraps a value of the primitive type char in an object. An object of type Character contains a single field whose type is char.

### >> [java.lang Double Class](https://www.javaguides.net/2018/08/double-wrapper-class-in-java.html)

In this article, you will learn all the Double wrapper class methods with examples. The Double class wraps a value of the primitive type double in an object. An object of type Double contains a single field whose type is double.

### >> [java.lang Float Class](https://www.javaguides.net/2018/08/float-wrapper-class-in-java.html)

In this article, you will learn all the Float wrapper class methods with examples. The Float class wraps a value of primitive type float in an object. An object of type Float contains a single field whose type is a float.

### >> [java.lang Long Class](https://www.javaguides.net/2018/08/long-wrapper-class-in-java.html)

In this article, you will learn all the Long wrapper class methods with examples. The Long class wraps a value of the primitive type long in an object. An object of type Long contains a single field whose type is long.

### >> [java.lang Integer Class](https://www.javaguides.net/2018/08/integer-wrapper-class-in-java.html)

In this article, you will learn all the Integer wrapper class methods with examples. The Integer class wraps a value of the primitive type int in an object. An object of type Integer contains a single field whose type is int.

### >> [java.lang.Number Class](https://www.javaguides.net/2018/12/java-number-class-methods-with-examples.html)

In this tutorial, we will discuss the important and commonly used Number class methods with examples.

### >> [java.lang.Package Class](https://www.javaguides.net/2018/12/java-package-class-methods-with-examples.html)

In this tutorial, we will discuss the important and commonly used Package class methods with examples.

### >> [java.lang Short Class](https://www.javaguides.net/2018/08/short-wrapper-class-in-java.html)

In this article, you will learn all the Short wrapper class methods with examples. The Short class wraps a value of primitive type short in an object. An object of type Short contains a single field whose type is short.

### >> [java.lang Enum Class](https://www.javaguides.net/2018/06/enums-in-java.html)

In this article, we will learn basics and create an Enum datatype in real time projects with lots of examples.

### >> [java.lang String Class](https://www.javaguides.net/2018/08/java-string-class-api-guide.html)

In this article, we will learn all the String methods with examples. As we know Strings are widely used in Java programming, are a sequence of characters. In the Java programming language, strings are objects.

### >> [java.lang StringBuilder Class](https://www.javaguides.net/2018/08/java-stringbuilder-class-api-guide.html)

In this article, we will learn all the StringBuilder methods with examples.Java StringBuilder class is used to create a mutable (modifiable) string. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized. It is available since JDK 1.5.

### >> [java.lang StringBuffer Class](https://www.javaguides.net/2018/08/java-stringbuffer-class-api-guide.html)

In this article, we will learn all the StringBuilder methods with examples. Java StringBuffer class is used to create mutable (modifiable) string. The StringBuffer class in Java is the same as String class except it is mutable i.e. it can be changed.

### >> [java.lang Thread Class](https://www.javaguides.net/2018/09/thread-class-in-java.html)

In this article, we will learn about Thread Class and it's methods with examples. Thread creates a new thread of execution. It implements the Runnable interface. The Java Virtual Machine allows an application to have multiple threads of execution running concurrently.

### >> [java.lang ThreadLocal Class](https://www.javaguides.net/2018/09/threadlocal-class-in-java.html)

Java ThreadLocal is used to create thread-local variables. We know that all threads of an Object share its variables, so the variable is not a thread safe. We can use synchronization for thread safety but if we want to avoid synchronization, we can use ThreadLocal variables.

### >> [java.lang ThreadGroup Class](https://www.javaguides.net/2018/09/threadgroup-class-in-java.html)

In this article, we will learn how to group threads in Java. Java provides a convenient way to group multiple threads in a single object. Java thread group is implemented by java.lang.ThreadGroup class.

### >> [java.lang Throwable Class](https://www.javaguides.net/2018/08/javalangthrowable-class-in-java.html)

The Throwable class is the superclass of all errors and exceptions in the Java language. Only objects that are instances of this class (or one of its subclasses) are thrown by the Java Virtual Machine or can be thrown by the Java throw statement. Similarly, only this class or one of its subclasses can be the argument type in a catch clause.

### >> [java.lang Comparable Interface](https://www.javaguides.net/2018/06/guide-to-comparable-interface.html)

The Comparable interface has a single method called *compareTo()* that you need to implement in order to define how an object compares with the supplied object.

### >> [java.lang Runnable Interface](https://www.javaguides.net/2018/09/runnable-interface-in-java.html)

The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. The Runnable interface defines a single run() method, which contains a code that executed in the thread. The Runnable object is passed to the Thread constructor.

# Exception Handling in Java

The **Exception Handling in Java** is one of the powerful mechanism to handle the runtime errors so that the normal flow of the application can be maintained.

In this tutorial, we will learn about Java exceptions, it's types, and the difference between checked and unchecked exceptions.

## What is Exception in Java?

**Dictionary Meaning:** Exception is an abnormal condition.

In Java, an exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

## What is Exception Handling?

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

### Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application; that is why we need to handle exceptions. Let's consider a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there are 10 statements in a Java program and an exception occurs at statement 5; the rest of the code will not be executed, i.e., statements 6 to 10 will not be executed. However, when we perform exception handling, the rest of the statements will be executed. That is why we use exception handling in [Java](https://www.javatpoint.com/java-tutorial).

Do You Know?

|  |
| --- |
| * What is the difference between checked and unchecked exceptions? * What happens behind the code int data=50/0;? * Why use multiple catch block? * Is there any possibility when the finally block is not executed? * What is exception propagation? * What is the difference between the throw and throws keyword? * What are the 4 rules for using exception handling with method overriding? |

## Hierarchy of Java Exception classes

The java.lang.Throwable class is the root class of Java Exception hierarchy inherited by two subclasses: Exception and Error. The hierarchy of Java Exception classes is given below:
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### Types of Java Exceptions

There are mainly two types of exceptions: checked and unchecked. An error is considered as the unchecked exception. However, according to Oracle, there are three types of exceptions namely:

1. Checked Exception
2. Unchecked Exception
3. Error

## Difference between Checked and Unchecked Exceptions

### 1) Checked Exception

The classes that directly inherit the Throwable class except RuntimeException and Error are known as checked exceptions. For example, IOException, SQLException, etc. Checked exceptions are checked at compile-time.

### 2) Unchecked Exception

The classes that inherit the RuntimeException are known as unchecked exceptions. For example, ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException, etc. Unchecked exceptions are not checked at compile-time, but they are checked at runtime.

### 3) Error

Error is irrecoverable. Some example of errors are OutOfMemoryError, VirtualMachineError, AssertionError etc.

## Java Exception Keywords

Java provides five keywords that are used to handle the exception. The following table describes each.

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| try | The "try" keyword is used to specify a block where we should place an exception code. It means we can't use try block alone. The try block must be followed by either catch or finally. |
| catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| finally | The "finally" block is used to execute the necessary code of the program. It is executed whether an exception is handled or not. |
| throw | The "throw" keyword is used to throw an exception. |
| throws | The "throws" keyword is used to declare exceptions. It specifies that there may occur an exception in the method. It doesn't throw an exception. It is always used with method signature. |

## Java Exception Handling Example

Let's see an example of Java Exception Handling in which we are using a try-catch statement to handle the exception.

**JavaExceptionExample.java**

1. **public** **class** JavaExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. //code that may raise exception
5. **int** data=100/0;
6. }**catch**(ArithmeticException e){System.out.println(e);}
7. //rest code of the program
8. System.out.println("rest of the code...");
9. }
10. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=JavaExceptionExample)

**Output:**

Exception in thread main java.lang.ArithmeticException:/ by zero

rest of the code...

In the above example, 100/0 raises an ArithmeticException which is handled by a try-catch block.

## Common Scenarios of Java Exceptions

There are given some scenarios where unchecked exceptions may occur. They are as follows:

### 1) A scenario where ArithmeticException occurs

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

### 2) A scenario where NullPointerException occurs

If we have a null value in any [variable](https://www.javatpoint.com/java-variables), performing any operation on the variable throws a NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

### 3) A scenario where NumberFormatException occurs

If the formatting of any variable or number is mismatched, it may result into NumberFormatException. Suppose we have a [string](https://www.javatpoint.com/java-string) variable that has characters; converting this variable into digit will cause NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

### 4) A scenario where ArrayIndexOutOfBoundsException occurs

When an array exceeds to it's size, the ArrayIndexOutOfBoundsException occurs. there may be other reasons to occur ArrayIndexOutOfBoundsException. Consider the following statements.

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

# Java try-catch block

## Java try block

Java **try** block is used to enclose the code that might throw an exception. It must be used within the method.

If an exception occurs at the particular statement in the try block, the rest of the block code will not execute. So, it is recommended not to keep the code in try block that will not throw an exception.

Java try block must be followed by either catch or finally block.

### Syntax of Java try-catch

1. **try**{
2. //code that may throw an exception
3. }**catch**(Exception\_class\_Name ref){}

### Syntax of try-finally block

1. **try**{
2. //code that may throw an exception
3. }**finally**{}

## Java catch block

Java catch block is used to handle the Exception by declaring the type of exception within the parameter. The declared exception must be the parent class exception ( i.e., Exception) or the generated exception type. However, the good approach is to declare the generated type of exception.

The catch block must be used after the try block only. You can use multiple catch block with a single try block.

## Internal Working of Java try-catch block

![Java try-catch block](data:image/png;base64,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)

The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if the application programmer handles the exception, the normal flow of the application is maintained, i.e., rest of the code is executed.

## Problem without exception handling

Let's try to understand the problem if we don't use a try-catch block.

### Example 1

**TryCatchExample1.java**

1. **public** **class** TryCatchExample1 {
3. **public** **static** **void** main(String[] args) {
5. **int** data=50/0; //may throw exception
7. System.out.println("rest of the code");
9. }
11. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TryCatchExample1)

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

# Java Nested try block

In Java, using a try block inside another try block is permitted. It is called as nested try block. Every statement that we enter a statement in try block, context of that exception is pushed onto the stack.

For example, the **inner try block** can be used to handle **ArrayIndexOutOfBoundsException** while the **outer try block** can handle the **ArithemeticException** (division by zero).

### Why use nested try block

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

### Syntax:

1. ....
2. //main try block
3. **try**
4. {
5. statement 1;
6. statement 2;
7. //try catch block within another try block
8. **try**
9. {
10. statement 3;
11. statement 4;
12. //try catch block within nested try block
13. **try**
14. {
15. statement 5;
16. statement 6;
17. }
18. **catch**(Exception e2)
19. {
20. //exception message
21. }
23. }
24. **catch**(Exception e1)
25. {
26. //exception message
27. }
28. }
29. //catch block of parent (outer) try block
30. **catch**(Exception e3)
31. {
32. //exception message
33. }
34. ....

## Java Nested try Example

### Example 1

Let's see an example where we place a try block within another try block for two different exceptions.

**NestedTryBlock.java**

1. **public** **class** NestedTryBlock{
2. **public** **static** **void** main(String args[]){
3. //outer try block
4. **try**{
5. //inner try block 1
6. **try**{
7. System.out.println("going to divide by 0");
8. **int** b =39/0;
9. }
10. //catch block of inner try block 1
11. **catch**(ArithmeticException e)
12. {
13. System.out.println(e);
14. }

17. //inner try block 2
18. **try**{
19. **int** a[]=**new** **int**[5];
21. //assigning the value out of array bounds
22. a[5]=4;
23. }
25. //catch block of inner try block 2
26. **catch**(ArrayIndexOutOfBoundsException e)
27. {
28. System.out.println(e);
29. }

32. System.out.println("other statement");
33. }
34. //catch block of outer try block
35. **catch**(Exception e)
36. {
37. System.out.println("handled the exception (outer catch)");
38. }
40. System.out.println("normal flow..");
41. }
42. }

**Output:**

![Java Nested try block](data:image/png;base64,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)

When any try block does not have a catch block for a particular exception, then the catch block of the outer (parent) try block are checked for that exception, and if it matches, the catch block of outer try block is executed.

If none of the catch block specified in the code is unable to handle the exception, then the Java runtime system will handle the exception. Then it displays the system generated message for that exception.

### Example 2

Let's consider the following example. Here the try block within nested try block (inner try block 2) do not handle the exception. The control is then transferred to its parent try block (inner try block 1). If it does not handle the exception, then the control is transferred to the main try block (outer try block) where the appropriate catch block handles the exception. It is termed as nesting.

**NestedTryBlock.java**

1. **public** **class** NestedTryBlock2 {
3. **public** **static** **void** main(String args[])
4. {
5. // outer (main) try block
6. **try** {
8. //inner try block 1
9. **try** {
11. // inner try block 2
12. **try** {
13. **int** arr[] = { 1, 2, 3, 4 };
15. //printing the array element out of its bounds
16. System.out.println(arr[10]);
17. }
19. // to handles ArithmeticException
20. **catch** (ArithmeticException e) {
21. System.out.println("Arithmetic exception");
22. System.out.println(" inner try block 2");
23. }
24. }
26. // to handle ArithmeticException
27. **catch** (ArithmeticException e) {
28. System.out.println("Arithmetic exception");
29. System.out.println("inner try block 1");
30. }
31. }
33. // to handle ArrayIndexOutOfBoundsException
34. **catch** (ArrayIndexOutOfBoundsException e4) {
35. System.out.print(e4);
36. System.out.println(" outer (main) try block");
37. }
38. **catch** (Exception e5) {
39. System.out.print("Exception");
40. System.out.println(" handled in main try-block");
41. }
42. }
43. }

# Java finally block

**Java finally block** is a block used to execute important code such as closing the connection, etc.

Java finally block is always executed whether an exception is handled or not. Therefore, it contains all the necessary statements that need to be printed regardless of the exception occurs or not.

The finally block follows the try-catch block.

### Flowchart of finally block

![Java finally block](data:image/png;base64,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)

#### Note: If you don't handle the exception, before terminating the program, JVM executes finally block (if any).

## Why use Java finally block?

* finally block in Java can be used to put "**cleanup**" code such as closing a file, closing connection, etc.
* The important statements to be printed can be placed in the finally block.

## Usage of Java finally

Let's see the different cases where Java finally block can be used.

### Case 1: When an exception does not occur

Let's see the below example where the Java program does not throw any exception, and the finally block is executed after the try block.

**TestFinallyBlock.java**

1. **class** TestFinallyBlock {
2. **public** **static** **void** main(String args[]){
3. **try**{
4. //below code do not throw any exception
5. **int** data=25/5;
6. System.out.println(data);
7. }
8. //catch won't be executed
9. **catch**(NullPointerException e){
10. System.out.println(e);
11. }
12. //executed regardless of exception occurred or not
13. **finally** {
14. System.out.println("finally block is always executed");
15. }
17. System.out.println("rest of phe code...");
18. }
19. }

**Output:**

![Java finally block](data:image/png;base64,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)

### Case 2: When an exception occurr but not handled by the catch block

Let's see the the fillowing example. Here, the code throws an exception however the catch block cannot handle it. Despite this, the finally block is executed after the try block and then the program terminates abnormally.

**TestFinallyBlock1.java**

1. **public** **class** TestFinallyBlock1{
2. **public** **static** **void** main(String args[]){
4. **try** {
6. System.out.println("Inside the try block");
8. //below code throws divide by zero exception
9. **int** data=25/0;
10. System.out.println(data);
11. }
12. //cannot handle Arithmetic type exception
13. //can only accept Null Pointer type exception
14. **catch**(NullPointerException e){
15. System.out.println(e);
16. }
18. //executes regardless of exception occured or not
19. **finally** {
20. System.out.println("finally block is always executed");
21. }
23. System.out.println("rest of the code...");
24. }
25. }

# Java Custom Exception

In Java, we can create our own exceptions that are derived classes of the Exception class. Creating our own Exception is known as custom exception or user-defined exception. Basically, Java custom exceptions are used to customize the exception according to user need.

Consider the example 1 in which InvalidAgeException class extends the Exception class.

Using the custom exception, we can have your own exception and message. Here, we have passed a string to the constructor of superclass i.e. Exception class that can be obtained using getMessage() method on the object we have created.

In this section, we will learn how custom exceptions are implemented and used in Java programs.

## Why use custom exceptions?

Java exceptions cover almost all the general type of exceptions that may occur in the programming. However, we sometimes need to create custom exceptions.

Following are few of the reasons to use custom exceptions:

* To catch and provide specific treatment to a subset of existing Java exceptions.
* Business logic exceptions: These are the exceptions related to business logic and workflow. It is useful for the application users or the developers to understand the exact problem.

In order to create custom exception, we need to extend Exception class that belongs to java.lang package.

Consider the following example, where we create a custom exception named WrongFileNameException:

1. **public** **class** WrongFileNameException **extends** Exception {
2. **public** WrongFileNameException(String errorMessage) {
3. **super**(errorMessage);
4. }
5. }

#### Note: We need to write the constructor that takes the String as the error message and it is called parent class constructor.

### Example 1:

Let's see a simple example of Java custom exception. In the following code, constructor of InvalidAgeException takes a string as an argument. This string is passed to constructor of parent class Exception using the super() method. Also the constructor of Exception class can be called without using a parameter and calling super() method is not mandatory.

**TestCustomException1.java**

1. // class representing custom exception
2. **class** InvalidAgeException  **extends** Exception
3. {
4. **public** InvalidAgeException (String str)
5. {
6. // calling the constructor of parent Exception
7. **super**(str);
8. }
9. }
11. // class that uses custom exception InvalidAgeException
12. **public** **class** TestCustomException1
13. {
15. // method to check the age
16. **static** **void** validate (**int** age) **throws** InvalidAgeException{
17. **if**(age < 18){
19. // throw an object of user defined exception
20. **throw** **new** InvalidAgeException("age is not valid to vote");
21. }
22. **else** {
23. System.out.println("welcome to vote");
24. }
25. }
27. // main method
28. **public** **static** **void** main(String args[])
29. {
30. **try**
31. {
32. // calling the method
33. validate(13);
34. }
35. **catch** (InvalidAgeException ex)
36. {
37. System.out.println("Caught the exception");
39. // printing the message from InvalidAgeException object
40. System.out.println("Exception occured: " + ex);
41. }
43. System.out.println("rest of the code...");
44. }
45. }

**Output:**
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### Example 2:

**TestCustomException2.java**

1. // class representing custom exception
2. **class** MyCustomException **extends** Exception
3. {
5. }
7. // class that uses custom exception MyCustomException
8. **public** **class** TestCustomException2
9. {
10. // main method
11. **public** **static** **void** main(String args[])
12. {
13. **try**
14. {
15. // throw an object of user defined exception
16. **throw** **new** MyCustomException();
17. }
18. **catch** (MyCustomException ex)
19. {
20. System.out.println("Caught the exception");
21. System.out.println(ex.getMessage());
22. }
24. System.out.println("rest of the code...");
25. }
26. }

# Encapsulation in Java

**Encapsulation in Java** is a process of wrapping code and data together into a single unit, for example, a capsule which is mixed of several medicines.
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We can create a fully encapsulated class in Java by making all the data members of the class private. Now we can use setter and getter methods to set and get the data in it.

The **Java Bean** class is the example of a fully encapsulated class.

### Advantage of Encapsulation in Java

By providing only a setter or getter method, you can make the class **read-only or write-only**. In other words, you can skip the getter or setter methods.

It provides you the **control over the data**. Suppose you want to set the value of id which should be greater than 100 only, you can write the logic inside the setter method. You can write the logic not to store the negative numbers in the setter methods.

It is a way to achieve **data hiding** in Java because other class will not be able to access the data through the private data members.

The encapsulate class is **easy to test**. So, it is better for unit testing.

The standard IDE's are providing the facility to generate the getters and setters. So, it is **easy and fast to create an encapsulated class** in Java.

### Simple Example of Encapsulation in Java

Let's see the simple example of encapsulation that has only one field with its setter and getter methods.

*File: Student.java*

1. //A Java class which is a fully encapsulated class.
2. //It has a private data member and getter and setter methods.
3. **package** com.javat;
4. **public** **class** Student{
5. //private data member
6. **private** String name;
7. //getter method for name
8. **public** String getName(){
9. **return** name;
10. }
11. //setter method for name
12. **public** **void** setName(String name){
13. **this**.name=name
14. }
15. }

*File: Test.java*

1. //A Java class to test the encapsulated class.
2. **package** com.javat;
3. **class** Test{
4. **public** **static** **void** main(String[] args){
5. //creating instance of the encapsulated class
6. Student s=**new** Student();
7. //setting value in the name member
8. s.setName("vijay");
9. //getting value of the name member
10. System.out.println(s.getName());
11. }
12. }

Compile By: javac -d . Test.java

Run By: java com.javatTest

Output:

vijay

### Read-Only class

1. //A Java class which has only getter methods.
2. **public** **class** Student{
3. //private data member
4. **private** String college="AKG";
5. //getter method for college
6. **public** String getCollege(){
7. **return** college;
8. }
9. }

Now, you can't change the value of the college data member which is "AKG".

1. s.setCollege("KITE");//will render compile time error

### Write-Only class

1. //A Java class which has only setter methods.
2. **public** **class** Student{
3. //private data member
4. **private** String college;
5. //getter method for college
6. **public** **void** setCollege(String college){
7. **this**.college=college;
8. }
9. }

Now, you can't get the value of the college, you can only change the value of college data member.

1. System.out.println(s.getCollege());//Compile Time Error, because there is no such method
2. System.out.println(s.college);//Compile Time Error, because the college data member is private.
3. //So, it can't be accessed from outside the class

### Another Example of Encapsulation in Java

Let's see another example of encapsulation that has only four fields with its setter and getter methods.

*File: Account.java*

1. //A Account class which is a fully encapsulated class.
2. //It has a private data member and getter and setter methods.
3. **class** Account {
4. //private data members
5. **private** **long** acc\_no;
6. **private** String name,email;
7. **private** **float** amount;
8. //public getter and setter methods
9. **public** **long** getAcc\_no() {
10. **return** acc\_no;
11. }
12. **public** **void** setAcc\_no(**long** acc\_no) {
13. **this**.acc\_no = acc\_no;
14. }
15. **public** String getName() {
16. **return** name;
17. }
18. **public** **void** setName(String name) {
19. **this**.name = name;
20. }
21. **public** String getEmail() {
22. **return** email;
23. }
24. **public** **void** setEmail(String email) {
25. **this**.email = email;
26. }
27. **public** **float** getAmount() {
28. **return** amount;
29. }
30. **public** **void** setAmount(**float** amount) {
31. **this**.amount = amount;
32. }
34. }

# Create a Java Method Enrichment Action

* Java Method Enrichment Examples

Create an event policy with a Java method enrichment action to run a Java method and enrich an event based on the method output values. The Java method must return a comma-separated list of properties and returned values as follows for the enrichment to work:

*propertyname*

,

*value*

,

*propertyname*

,

*value*

...

Java method enrichments require the following information:

* Method name and class path
* Values to use for the method parameters based on event properties
* Script output values to assign as enrichment output values

The method must exist on the SA Manager and on every connector system to which you want to deploy the event policy.

**Follow these steps:**

1. Create an event policy based on a search pattern, and select Enrich Event as the action type.

The Enrichment Configuration page opens.

1. Select Java method in the Type drop-down list and enter information in the following fields:

The text at the bottom of the page indicates if any required information is missing.

* + **Java Class Path**

Defines the full class path and jar file of the method to use for the enrichment.

**Example:**

<C:\Program Files\CA\SOI\lib\ivy\em.event-plus-catalog-4.2.0.jar>

* + **Class Name**

Defines the class name of the Java method, including the package, to use for the enrichment.

**Example:**

com.ca.eventplus.catalog.methods.CMDBEnrich

* + **User**

(Optional) Defines the user name to run the Java method, if necessary.

* + **Password**

(Optional) Defines the password for the specified Java method user name, if necessary.

If the method requires user authentication in its parameters, enter the credentials here and reference them on the following page to ensure that the data is protected.

* + **Method**

Defines the name of the Java method to run from the referenced class.

**Example:**

 performCMDBEnrichment\_v2

1. (Optional) Click Test.

A confirmation dialog opens.

1. (Optional) Click Yes.

The Java method connection is verified. The Configuration Test Result dialog indicates whether the connection was successful.

If you have to change this information after deploying the policy, restart the CA SAM Integration Services service on the connector system to ensure that the change takes effect. For information about how to configure enrichment value caching, see Configure Enrichment Cache Timeout.

1. Click Next.

The Enrichment Policy page opens. Right-click each column on this page for additional help information.

1. Enter the following in the Parameter Configuration table to determine how the input parameters to the enrichment process are assigned according to method parameter values and event properties:
   * **Input Parameter**

Defines placeholder names for each required method input parameter. The enrichment always reads the parameters sequentially; therefore, the names that you enter for each parameter can be anything (param1, param2, and so on). Create an entry for each required input parameter to ensure that the method runs successfully.

* + **Assigned Value**

Defines the event property or other value to use for the corresponding method parameter value. Use the right-click menu to assign the value of a property from any matching event pattern. The value for each method parameter can take any of the following forms:

* + - A full event property
    - Multiple combined event properties
    - Part of an event property
    - Modified event properties

Use the right-click menu to add provided functions to perform common data conversions on the search value to use for each method parameter.

To enter user credentials, use the following substitution characters to reference the credentials entered on the previous page:

${user}

${password}

Entering a password value manually on this page creates an unencrypted record of the password.

1. The Preview cell displays the result of the entered value based on the selected event in the Event Log table. You must run an event search before creating the policy to get its results in the Event Log table for previewing enrichment values based on existing event content.
2. Include all required parameters for the method to run. If the Java method does not run successfully based on the entered parameters or does not return a comma-separated list of properties and values, the enrichment does not occur for that event.
3. Enter the following in the Enrichment Property Assignment table to specify how enrichment output values are assigned to event properties, and click Next:
   * **Assigned Value**

Defines the Java method output property values to assign to the event properties in the Event Property column. This value determines the property value to use for the enrichment from the comma-separated list of properties and values that the method returns.

References to output properties must be in the following format: ${

*propertyname*

}, where propertyname is the name of the property in the comma-separated output list whose value you want to return. For example, for a method that returns the string 'user,

*value*

,role,

*value*

,department,

*value*

', ${role} uses the returned value from the role output property for the enrichment. Any values entered without this format appear directly in the event as written. You can add enrichments to as many event properties as necessary.

You can change the names of the User Attribute properties if you want them to accurately represent the enrichment properties that you assign to them. However, these properties appear under their original names in the Event Policy dialog, even if you renamed them. Assigning values to these original names properly displays the values under the renamed properties in the Operations Console.

The method property-based value can be a single property value, multiple values, or a modified property value. Use the right-click menu to add provided functions to perform common data conversions on the enrichment value before assigning it to the specified property. The return value cannot contain an embedded comma.

Only the properties that support enrichment value assignment appear in the Event Property column.

1. The Select Data Sources page opens.
2. Save or deploy the policy.

Java Method Enrichment Examples

The following examples show how you can use the enrich event action to enrich events with information from a Java method when search patterns match. The examples uses CA CMDB and CA Spectrum enrichments provided with the Mid-tier connector. The enrichments could be useful in CA SOI for situations such as the following:

* You want to use CI properties in CA CMDB or CA Spectrum in alert queue criteria or for escalation policy
* You are using custom properties in CA CMDB or CA Spectrum that are not imported into CA SOI
* You want to use information from CA CMDB or CA Spectrum in alerts or CIs that are not managed in CA CMDB or CA Spectrum
* You want to parse partial information from a property for use in a different context

The enrichments use .jar files that are only available with the Mid-tier connector. Deploy these provided enrichments on the Mid-tier connector only.

**Example: Enrich events with location information from CA CMDB**

This example enriches events with location information stored in CA CMDB. The information could help you create alert queues by location or add location-based criteria to escalation policy.

* Select Java Method on the Enrichment Configuration page, and select CMDB in the Templates drop-down list.
* Use the User and Password fields to enter valid credentials for the CA CMDB server, and leave the default values in all other fields.
* Do the following on the Enrichment Policy Configuration page:
  + Enter values for the provided method parameters in the Input Parameter column in the Assigned Values column:
    1. endpointref: http://<cmdbserver>:8080/axis/services/USD\_R11\_WebService?wsdl
    2. userid: ${user}
    3. password: ${password}
    4. propertylist: location.address,location.city

**Note:**

For CA CMDB r12 and above, use location.address1 instead of location.address.

* + 1. selectquery: dns\_name like "%s"
    2. node: ${pattern1.AlertedMdrProdInstance}

This parameter configuration queries the defined CA CMDB instance for CIs with a dns\_name property that matches the event AlertedMdrProdInstance property value and returns the location.address and location.city properties of the matching CI. It uses substitution strings for the required CA CMDB credentials (referencing the credentials entered on the previous page) to avoid entering the information unencrypted.

# Assertion:

Assertion is a statement in java. It can be used to test your assumptions about the program.

While executing assertion, it is believed to be true. If it fails, JVM will throw an error named AssertionError. It is mainly used for testing purpose.

## Advantage of Assertion:

It provides an effective way to detect and correct programming errors.

## Syntax of using Assertion:

There are two ways to use assertion. First way is:

1. **assert** expression;

and second way is:

1. **assert** expression1 : expression2;

### Simple Example of Assertion in java:

1. **import** java.util.Scanner;
3. **class** AssertionExample{
4. **public** **static** **void** main( String args[] ){
6. Scanner scanner = **new** Scanner( System.in );
7. System.out.print("Enter ur age ");
9. **int** value = scanner.nextInt();
10. **assert** value>=18:" Not valid";
12. System.out.println("value is "+value);
13. }
14. }

|  |
| --- |
| If you use assertion, It will not run simply because assertion is disabled by default. To enable the assertion, **-ea** or **-enableassertions** switch of java must be used. |
| Compile it by: **javac AssertionExample.java** |
| Run it by: **java -ea AssertionExample** |

Output: Enter ur age 11

Exception in thread "main" java.lang.AssertionError: Not valid

### Where not to use Assertion:

There are some situations where assertion should be avoid to use. They are:

1. According to Sun Specification, assertion should not be used to check arguments in the public methods because it should result in appropriate runtime exception e.g. IllegalArgumentException, NullPointerException etc.
2. Do not use assertion, if you don't want any error in any situation.

**Unit - 4:**

# Multithreading in Java

**Multithreading in Java** is a process of executing multiple threads simultaneously.

A thread is a lightweight sub-process, the smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

However, we use multithreading than multiprocessing because threads use a shared memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation, etc.

### Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at the same time.

2) You **can perform many operations together, so it saves time**.

3) Threads are **independent**, so it doesn't affect other threads if an exception occurs in a single thread.

## Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved in two ways:

* Process-based Multitasking (Multiprocessing)
* Thread-based Multitasking (Multithreading)

### 1) Process-based Multitasking (Multiprocessing)

* Each process has an address in memory. In other words, each process allocates a separate memory area.
* A process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another requires some time for saving and loading [registers](https://www.javatpoint.com/register-memory), memory maps, updating lists, etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* A thread is lightweight.
* Cost of communication between the thread is low.

#### Note: At least one process is required for each thread.

## What is Thread in java

A thread is a lightweight subprocess, the smallest unit of processing. It is a separate path of execution.

Threads are independent. If there occurs exception in one thread, it doesn't affect other threads. It uses a shared memory area.

As shown in the above figure, a thread is executed inside the process. There is context-switching between the threads. There can be multiple processes inside the [OS](https://www.javatpoint.com/os-tutorial), and one process can have multiple threads.

#### Note: At a time one thread is executed only.

## Java Thread class

Java provides **Thread class** to achieve thread programming. Thread class provides [constructors](https://www.javatpoint.com/java-constructor) and methods to create and perform operations on a thread. Thread class extends [Object class](https://www.javatpoint.com/object-class) and implements Runnable interface.

## Java Thread Methods

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Modifier and Type** | **Method** | **Description** |
| 1) | void | [start()](https://www.javatpoint.com/java-thread-start-method) | It is used to start the execution of the thread. |
| 2) | void | [run()](https://www.javatpoint.com/java-thread-run-method) | It is used to do an action for a thread. |
| 3) | static void | [sleep()](https://www.javatpoint.com/java-thread-sleep-method) | It sleeps a thread for the specified amount of time. |
| 4) | static Thread | [currentThread()](https://www.javatpoint.com/java-thread-currentthread-method) | It returns a reference to the currently executing thread object. |
| 5) | void | [join()](https://www.javatpoint.com/java-thread-join-method) | It waits for a thread to die. |
| 6) | int | [getPriority()](https://www.javatpoint.com/java-thread-getpriority-method) | It returns the priority of the thread. |
| 7) | void | [setPriority()](https://www.javatpoint.com/java-thread-setpriority-method) | It changes the priority of the thread. |
| 8) | String | [getName()](https://www.javatpoint.com/java-thread-getname-method) | It returns the name of the thread. |
| 9) | void | [setName()](https://www.javatpoint.com/java-thread-setname-method) | It changes the name of the thread. |
| 10) | long | [getId()](https://www.javatpoint.com/java-thread-getid-method) | It returns the id of the thread. |
| 11) | boolean | [isAlive()](https://www.javatpoint.com/java-thread-isalive-method) | It tests if the thread is alive. |
| 12) | static void | [yield()](https://www.javatpoint.com/java-thread-yield-method) | It causes the currently executing thread object to pause and allow other threads to execute temporarily. |
| 13) | void | [suspend()](https://www.javatpoint.com/java-thread-suspend-method) | It is used to suspend the thread. |
| 14) | void | [resume()](https://www.javatpoint.com/java-thread-resume-method) | It is used to resume the suspended thread. |
| 15) | void | [stop()](https://www.javatpoint.com/java-thread-stop-method) | It is used to stop the thread. |
| 16) | void | [destroy()](https://www.javatpoint.com/java-thread-destroy-method) | It is used to destroy the thread group and all of its subgroups. |
| 17) | boolean | [isDaemon()](https://www.javatpoint.com/java-thread-isdaemon-method) | It tests if the thread is a daemon thread. |
| 18) | void | [setDaemon()](https://www.javatpoint.com/java-thread-setdaemon-method) | It marks the thread as daemon or user thread. |
| 19) | void | [interrupt()](https://www.javatpoint.com/java-thread-interrupt-method) | It interrupts the thread. |
| 20) | boolean | [isinterrupted()](https://www.javatpoint.com/java-thread-isinterrupted-method) |  |

# Life cycle of a Thread (Thread States)

In Java, a thread always exists in any one of the following states. These states are:

1. New
2. Active
3. Blocked / Waiting
4. Timed Waiting
5. Terminated

## Explanation of Different Thread States

**New:** Whenever a new thread is created, it is always in the new state. For a thread in the new state, the code has not been run yet and thus has not begun its execution.

**Active:** When a thread invokes the start() method, it moves from the new state to the active state. The active state contains two states within it: one is **runnable**, and the other is **running**.

* **Runnable:** A thread, that is ready to run is then moved to the runnable state. In the runnable state, the thread may be running or may be ready to run at any given instant of time. It is the duty of the thread scheduler to provide the thread time to run, i.e., moving the thread the running state.  
  A program implementing multithreading acquires a fixed slice of time to each individual thread. Each and every thread runs for a short span of time and when that allocated time slice is over, the thread voluntarily gives up the CPU to the other thread, so that the other threads can also run for their slice of time. Whenever such a scenario occurs, all those threads that are willing to run, waiting for their turn to run, lie in the runnable state. In the runnable state, there is a queue where the threads lie.
* **Running:** When the thread gets the CPU, it moves from the runnable to the running state. Generally, the most common change in the state of a thread is from runnable to running and again back to runnable.

**Blocked or Waiting:** Whenever a thread is inactive for a span of time (not permanently) then, either the thread is in the blocked state or is in the waiting state.

For example, a thread (let's say its name is A) may want to print some data from the printer. However, at the same time, the other thread (let's say its name is B) is using the printer to print some data. Therefore, thread A has to wait for thread B to use the printer. Thus, thread A is in the blocked state. A thread in the blocked state is unable to perform any execution and thus never consume any cycle of the Central Processing Unit (CPU). Hence, we can say that thread A remains idle until the thread scheduler reactivates thread A, which is in the waiting or blocked state.

When the main thread invokes the join() method then, it is said that the main thread is in the waiting state. The main thread then waits for the child threads to complete their tasks. When the child threads complete their job, a notification is sent to the main thread, which again moves the thread from waiting to the active state.

If there are a lot of threads in the waiting or blocked state, then it is the duty of the thread scheduler to determine which thread to choose and which one to reject, and the chosen thread is then given the opportunity to run.

**Timed Waiting:** Sometimes, waiting for leads to starvation. For example, a thread (its name is A) has entered the critical section of a code and is not willing to leave that critical section. In such a scenario, another thread (its name is B) has to wait forever, which leads to starvation. To avoid such scenario, a timed waiting state is given to thread B. Thus, thread lies in the waiting state for a specific span of time, and not forever. A real example of timed waiting is when we invoke the sleep() method on a specific thread. The sleep() method puts the thread in the timed wait state. After the time runs out, the thread wakes up and start its execution from when it has left earlier.

**Terminated:** A thread reaches the termination state because of the following reasons:

* When a thread has finished its job, then it exists or terminates normally.
* **Abnormal termination:** It occurs when some unusual events such as an unhandled exception or segmentation fault.

A terminated thread means the thread is no more in the system. In other words, the thread is dead, and there is no way one can respawn (active after kill) the dead thread.

The following diagram shows the different states involved in the life cycle of a thread.

## Implementation of Thread States

In Java, one can get the current state of a thread using the **Thread.getState()** method. The **java.lang.Thread.State** class of Java provides the constants ENUM to represent the state of a thread. These constants are:

1. **public** **static** **final** Thread.State NEW

It represents the first state of a thread that is the NEW state.

1. **public** **static** **final** Thread.State RUNNABLE

It represents the runnable state.It means a thread is waiting in the queue to run.

1. **public** **static** **final** Thread.State BLOCKED

It represents the blocked state. In this state, the thread is waiting to acquire a lock.

1. **public** **static** **final** Thread.State WAITING

It represents the waiting state. A thread will go to this state when it invokes the Object.wait() method, or Thread.join() method with no timeout. A thread in the waiting state is waiting for another thread to complete its task.

1. **public** **static** **final** Thread.State TIMED\_WAITING

It represents the timed waiting state. The main difference between waiting and timed waiting is the time constraint. Waiting has no time constraint, whereas timed waiting has the time constraint. A thread invoking the following method reaches the timed waiting state.

# How to create a thread in Java

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### Thread class:

Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface.

### Commonly used Constructors of Thread class:

* Thread()
* Thread(String name)
* Thread(Runnable r)
* Thread(Runnable r,String name)

### Commonly used methods of Thread class:

1. **public void run():** is used to perform action for a thread.
2. **public void start():** starts the execution of the thread.JVM calls the run() method on the thread.
3. **public void sleep(long miliseconds):** Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds.
4. **public void join():** waits for a thread to die.
5. **public void join(long miliseconds):** waits for a thread to die for the specified miliseconds.
6. **public int getPriority():** returns the priority of the thread.
7. **public int setPriority(int priority):** changes the priority of the thread.
8. **public String getName():** returns the name of the thread.
9. **public void setName(String name):** changes the name of the thread.
10. **public Thread currentThread():** returns the reference of currently executing thread.
11. **public int getId():** returns the id of the thread.
12. **public Thread.State getState():** returns the state of the thread.
13. **public boolean isAlive():** tests if the thread is alive.
14. **public void yield():** causes the currently executing thread object to temporarily pause and allow other threads to execute.
15. **public void suspend():** is used to suspend the thread(depricated).
16. **public void resume():** is used to resume the suspended thread(depricated).
17. **public void stop():** is used to stop the thread(depricated).

### Runnable interface:

The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run().

1. **public void run():** is used to perform action for a thread.

### Starting a thread:

The **start() method** of Thread class is used to start a newly created thread. It performs the following tasks:

* A new thread starts(with new callstack).
* The thread moves from New state to the Runnable state.
* When the thread gets a chance to execute, its target run() method will run.

### 1) Java Thread Example by extending Thread class

**FileName:** Multi.java

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();
7. t1.start();
8. }
9. }

**Output:**

thread is running...

### 2) Java Thread Example by implementing Runnable interface

**FileName:** Multi3.java

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);   // Using the constructor Thread(Runnable r)
9. t1.start();
10. }
11. }

**Output:**

thread is running...

If you are not extending the Thread class, your class object would not be treated as a thread object. So you need to explicitly create the Thread class object. We are passing the object of your class that implements Runnable so that your class run() method may execute.

### 3) Using the Thread Class: Thread(String Name)

We can directly use the Thread class to spawn new threads using the constructors defined above.

**FileName:** MyThread1.java

1. **public** **class** MyThread1
2. {
3. // Main method
4. **public** **static** **void** main(String argvs[])
5. {
6. // creating an object of the Thread class using the constructor Thread(String name)
7. Thread t= **new** Thread("My first thread");
9. // the start() method moves the thread to the active state
10. t.start();
11. // getting the thread name by invoking the getName() method
12. String str = t.getName();
13. System.out.println(str);
14. }
15. }

**Output:**

My first thread

### 4) Using the Thread Class: Thread(Runnable r, String name)

Observe the following program.

**FileName:** MyThread2.java

1. **public** **class** MyThread2 **implements** Runnable
2. {
3. **public** **void** run()
4. {
5. System.out.println("Now the thread is running ...");
6. }
8. // main method
9. **public** **static** **void** main(String argvs[])
10. {
11. // creating an object of the class MyThread2
12. Runnable r1 = **new** MyThread2();
14. // creating an object of the class Thread using Thread(Runnable r, String name)
15. Thread th1 = **new** Thread(r1, "My new thread");
17. // the start() method moves the thread to the active state
18. th1.start();
20. // getting the thread name by invoking the getName() method
21. String str = th1.getName();
22. System.out.println(str);
23. }
24. }

# Thread.sleep() in Java with Examples

The Java Thread class provides the two variant of the sleep() method. First one accepts only an arguments, whereas the other variant accepts two arguments. The method sleep() is being used to halt the working of a thread for a given amount of time. The time up to which the thread remains in the sleeping state is known as the sleeping time of the thread. After the sleeping time is over, the thread starts its execution from where it has left.

### The sleep() Method Syntax:

Following are the syntax of the sleep() method.

1. **public** **static** **void** sleep(**long** mls) **throws** InterruptedException
2. **public** **static** **void** sleep(**long** mls, **int** n) **throws** InterruptedException

The method sleep() with the one parameter is the native method, and the implementation of the native method is accomplished in another programming language. The other methods having the two parameters are not the native method. That is, its implementation is accomplished in Java. We can access the sleep() methods with the help of the Thread class, as the signature of the sleep() methods contain the static keyword. The native, as well as the non-native method, throw a checked Exception. Therefore, either try-catch block or the throws keyword can work here.

The Thread.sleep() method can be used with any thread. It means any other thread or the main thread can invoke the sleep() method.

### Parameters:

The following are the parameters used in the sleep() method.

**mls:** The time in milliseconds is represented by the parameter mls. The duration for which the thread will sleep is given by the method sleep().

**n:** It shows the additional time up to which the programmer or developer wants the thread to be in the sleeping state. The range of n is from 0 to 999999.

The method does not return anything.

### Important Points to Remember About the Sleep() Method

Whenever the Thread.sleep() methods execute, it always halts the execution of the current thread.

Whenever another thread does interruption while the current thread is already in the sleep mode, then the InterruptedException is thrown.

If the system that is executing the threads is busy, then the actual sleeping time of the thread is generally more as compared to the time passed in arguments. However, if the system executing the sleep() method has less load, then the actual sleeping time of the thread is almost equal to the time passed in the argument.

### Example of the sleep() method in Java : on the custom thread

The following example shows how one can use the sleep() method on the custom thread.

**FileName:** TestSleepMethod1.java

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. // the thread will sleep for the 500 milli seconds
5. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
6. System.out.println(i);
7. }
8. }
9. **public** **static** **void** main(String args[]){
10. TestSleepMethod1 t1=**new** TestSleepMethod1();
11. TestSleepMethod1 t2=**new** TestSleepMethod1();
13. t1.start();
14. t2.start();
15. }
16. }

Java join() method

The join() method in Java is provided by the java.lang.Thread class that permits one thread to wait until the other thread to finish its execution. Suppose *th* be the object the class Thread whose thread is doing its execution currently, then the *th.join();* statement ensures that *th* is finished before the program does the execution of the next statement.

**Syntax:**

1. **public** **final** **synchronized** **void** join(**long** mls, **int** nanos) **throws** InterruptedException, where mls is in milliseconds.

## Example of join() Method in Java

The following program shows the usage of the join() method.

**FileName:** ThreadJoinExample.java

1. // A Java program for understanding
2. // the joining of threads
4. // import statement
5. **import** java.io.\*;
7. // The ThreadJoin class is the child class of the class Thread
8. **class** ThreadJoin **extends** Thread
9. {
10. // overriding the run method
11. **public** **void** run()
12. {
13. **for** (**int** j = 0; j < 2; j++)
14. {
15. **try**
16. {
17. // sleeping the thread for 300 milli seconds
18. Thread.sleep(300);
19. System.out.println("The current thread name is: " + Thread.currentThread().getName());
20. }
21. // catch block for catching the raised exception
22. **catch**(Exception e)
23. {
24. System.out.println("The exception has been caught: " + e);
25. }
26. System.out.println( j );
27. }
28. }
29. }
31. **public** **class** ThreadJoinExample
32. {
33. // main method
34. **public** **static** **void** main (String argvs[])
35. {
37. // creating 3 threads
38. ThreadJoin th1 = **new** ThreadJoin();
39. ThreadJoin th2 = **new** ThreadJoin();
40. ThreadJoin th3 = **new** ThreadJoin();
42. // thread th1 starts
43. th1.start();
45. // starting the second thread after when
46. // the first thread th1 has ended or died.
47. **try**
48. {
49. System.out.println("The current thread name is: "+ Thread.currentThread().getName());
51. // invoking the join() method
52. th1.join();
53. }
55. // catch block for catching the raised exception
56. **catch**(Exception e)
57. {
58. System.out.println("The exception has been caught " + e);
59. }
61. // thread th2 starts
62. th2.start();
64. // starting the th3 thread after when the thread th2 has ended or died.
65. **try**
66. {
67. System.out.println("The current thread name is: " + Thread.currentThread().getName());
68. th2.join();
69. }
71. // catch block for catching the raised exception
72. **catch**(Exception e)
73. {
74. System.out.println("The exception has been caught " + e);
75. }
77. // thread th3 starts
78. th3.start();
79. }
80. }

**Output:**

The current thread name is: main

The current thread name is: Thread - 0

0

The current thread name is: Thread - 0

1

The current thread name is: main

The current thread name is: Thread - 1

0

The current thread name is: Thread - 1

1

The current thread name is: Thread - 2

0

The current thread name is: Thread - 2

1

**Explanation:** The above program sh

# ava Thread isAlive() method

The **isAlive()** method of thread class tests if the thread is alive. A thread is considered alive when the start() method of thread class has been called and the thread is not yet dead. This method returns true if the thread is still running and not finished.

## Syntax

1. **public** **final** **boolean** isAlive()

## Return

This method will return true if the thread is alive otherwise returns false.

## Example

1. **public** **class** JavaIsAliveExp **extends** Thread
2. {
3. **public** **void** run()
4. {
5. **try**
6. {
7. Thread.sleep(300);
8. System.out.println("is run() method isAlive "+Thread.currentThread().isAlive());
9. }
10. **catch** (InterruptedException ie) {
11. }
12. }
13. **public** **static** **void** main(String[] args)
14. {
15. JavaIsAliveExp t1 = **new** JavaIsAliveExp();
16. System.out.println("before starting thread isAlive: "+t1.isAlive());
17. t1.start();
18. System.out.println("after starting thread isAlive: "+t1.isAlive());
19. }
20. }

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=JavaIsAliveExp)

**Output:**

before starting thread isAlive: false

after starting thread isAlive: true

is run() method isAlive true

# Synchronization in Java

Synchronization in Java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

### Why use Synchronization?

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

### Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

### Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. Static synchronization.
2. Cooperation (Inter-thread communication in java)

### Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. It can be achieved by using the following three ways:

1. By Using Synchronized Method
2. By Using Synchronized Block
3. By Using Static Synchronization

### Concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has a lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

### Understanding the problem without Synchronization

In this example, there is no synchronization, so output is inconsistent. Let's see the example:

**TestSynchronization1.java**

1. **class** Table{
2. **void** printTable(**int** n){//method not synchronized
3. **for**(**int** i=1;i<=5;i++){
4. System.out.println(n\*i);
5. **try**{
6. Thread.sleep(400);
7. }**catch**(Exception e){System.out.println(e);}
8. }
10. }
11. }
13. **class** MyThread1 **extends** Thread{
14. Table t;
15. MyThread1(Table t){
16. **this**.t=t;
17. }
18. **public** **void** run(){
19. t.printTable(5);
20. }
22. }
23. **class** MyThread2 **extends** Thread{
24. Table t;
25. MyThread2(Table t){
26. **this**.t=t;
27. }
28. **public** **void** run(){
29. t.printTable(100);
30. }
31. }
33. **class** TestSynchronization1{
34. **public** **static** **void** main(String args[]){
35. Table obj = **new** Table();//only one object
36. MyThread1 t1=**new** MyThread1(obj);
37. MyThread2 t2=**new** MyThread2(obj);
38. t1.start();
39. t2.start();
40. }
41. }

**Output:**

5

100

10

200

15

300

20

400

25

500

### Java Synchronized Method

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

**TestSynchronization2.java**

1. //example of java synchronized method
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **public** **class** TestSynchronization2{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

**Output:**

5

10

15

20

25

100

200

300

400

500

# Deadlock in Java

Deadlock in Java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.
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### Example of Deadlock in Java

**TestDeadlockExample1.java**

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

**Output:**

Thread 1: locked resource 1

Thread 2: locked resource 2

### More Complicated Deadlocks

A deadlock may also include more than two threads. The reason is that it can be difficult to detect a deadlock. Here is an example in which four threads have deadlocked:

Thread 1 locks A, waits for B

Thread 2 locks B, waits for C

Thread 3 locks C, waits for D

Thread 4 locks D, waits for A

Thread 1 waits for thread 2, thread 2 waits for thread 3, thread 3 waits for thread 4, and thread 4 waits for thread 1.

### How to avoid deadlock?

A solution for a problem is found at its roots. In deadlock it is the pattern of accessing the resources A and B, is the main issue. To solve the issue we will have to simply re-order the statements where the code is accessing shared resources.

**DeadlockSolved.java**

1. **public** **class** DeadlockSolved {
3. **public** **static** **void** main(String ar[]) {
4. DeadlockSolved test = **new** DeadlockSolved();
6. **final** resource1 a = test.**new** resource1();
7. **final** resource2 b = test.**new** resource2();
9. // Thread-1
10. Runnable b1 = **new** Runnable() {
11. **public** **void** run() {
12. **synchronized** (b) {
13. **try** {
14. /\* Adding delay so that both threads can start trying to lock resources \*/
15. Thread.sleep(100);
16. } **catch** (InterruptedException e) {
17. e.printStackTrace();
18. }
19. // Thread-1 have resource1 but need resource2 also
20. **synchronized** (a) {
21. System.out.println("In block 1");
22. }
23. }
24. }
25. };
27. // Thread-2
28. Runnable b2 = **new** Runnable() {
29. **public** **void** run() {
30. **synchronized** (b) {
31. // Thread-2 have resource2 but need resource1 also
32. **synchronized** (a) {
33. System.out.println("In block 2");
34. }
35. }
36. }
37. };

40. **new** Thread(b1).start();
41. **new** Thread(b2).start();
42. }
44. // resource1
45. **private** **class** resource1 {
46. **private** **int** i = 10;
48. **public** **int** getI() {
49. **return** i;
50. }
52. **public** **void** setI(**int** i) {
53. **this**.i = i;
54. }
55. }
57. // resource2
58. **private** **class** resource2 {
59. **private** **int** i = 20;
61. **public** **int** getI() {
62. **return** i;
63. }
65. **public** **void** setI(**int** i) {
66. **this**.i = i;
67. }
68. }
69. }

**Output:**

In block 1

In block 2

In the above code, class DeadlockSolved solves the deadlock kind of situation. It will help in avoiding deadlocks, and if encountered, in resolving them.

### How to Avoid Deadlock in Java?

Deadlocks cannot be completely resolved. But we can avoid them by following basic rules mentioned below:

1. **Avoid Nested Locks**: We must avoid giving locks to multiple threads, this is the main reason for a deadlock condition. It normally happens when you give locks to multiple threads.
2. **Avoid Unnecessary Locks**: The locks should be given to the important threads. Giving locks to the unnecessary threads that cause the deadlock condition.
3. **Using Thread Join**: A deadlock usually happens when one thread is waiting for the other to finish. In this case, we can use **join** with a maximum time that a thread will take.

# Inter-thread Communication in Java

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**:

* wait()
* notify()
* notifyAll()

### 1) wait() method

The wait() method causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void wait()throws InterruptedException | It waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | It waits for the specified amount of time. |

### 2) notify() method

The notify() method wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation.

**Syntax:**

1. **public** **final** **void** notify()

### 3) notifyAll() method

Wakes up all threads that are waiting on this object's monitor.

**Syntax:**

1. **public** **final** **void** notifyAll()

## Understanding the process of inter-thread communication
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The point to point explanation of the above diagram is as follows:

1. Threads enter to acquire lock.
2. Lock is acquired by on thread.
3. Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
4. If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
5. Now thread is available to acquire lock.
6. After completion of the task, thread releases the lock and exits the monitor state of the object.

### Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?

It is because they are related to lock and object has a lock.

### Difference between wait and sleep?

Let's see the important differences between wait and sleep methods.

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| The wait() method releases the lock. | The sleep() method doesn't release the lock. |
| It is a method of Object class | It is a method of Thread class |
| It is the non-static method | It is the static method |
| It should be notified by notify() or notifyAll() methods | After the specified amount of time, sleep is completed. |

### Example of Inter Thread Communication in Java

Let's see the simple example of inter thread communication.

**Test.java**

1. **class** Customer{
2. **int** amount=10000;
4. **synchronized** **void** withdraw(**int** amount){
5. System.out.println("going to withdraw...");
7. **if**(**this**.amount<amount){
8. System.out.println("Less balance; waiting for deposit...");
9. **try**{wait();}**catch**(Exception e){}
10. }
11. **this**.amount-=amount;
12. System.out.println("withdraw completed...");
13. }
15. **synchronized** **void** deposit(**int** amount){
16. System.out.println("going to deposit...");
17. **this**.amount+=amount;
18. System.out.println("deposit completed... ");
19. notify();
20. }
21. }
23. **class** Test{
24. **public** **static** **void** main(String args[]){
25. **final** Customer c=**new** Customer();
26. **new** Thread(){
27. **public** **void** run(){c.withdraw(15000);}
28. }.start();
29. **new** Thread(){
30. **public** **void** run(){c.deposit(10000);}
31. }.start();
33. }}

**Output:**

going to withdraw...

Less balance; waiting for deposit...

going to deposit...

deposit completed...

withdraw completed

# Thread suspend() method

The **suspend()** method of thread class puts the thread from running to waiting state. This method is used if you want to stop the thread execution and start it again when a certain event occurs. This method allows a thread to temporarily cease execution. The suspended thread can be resumed using the resume() method.

## Syntax

1. **public** **final** **void** suspend()

## Return

This method does not return any value.

## Exception

**SecurityException:** If the current thread cannot modify the thread.

## Example

1. **public** **class** JavaSuspendExp **extends** Thread
2. {
3. **public** **void** run()
4. {
5. **for**(**int** i=1; i<5; i++)
6. {
7. **try**
8. {
9. // thread to sleep for 500 milliseconds
10. sleep(500);
11. System.out.println(Thread.currentThread().getName());
12. }**catch**(InterruptedException e){System.out.println(e);}
13. System.out.println(i);
14. }
15. }
16. **public** **static** **void** main(String args[])
17. {
18. // creating three threads
19. JavaSuspendExp t1=**new** JavaSuspendExp ();
20. JavaSuspendExp t2=**new** JavaSuspendExp ();
21. JavaSuspendExp t3=**new** JavaSuspendExp ();
22. // call run() method
23. t1.start();
24. t2.start();
25. // suspend t2 thread
26. t2.suspend();
27. // call run() method
28. t3.start();
29. }
30. }

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=JavaSuspendExp)

**Output:**

Thread-0

1

Thread-2

1

Thread-0

2

Thread-2

2

Thread-0

3

Thread-2

3

Thread-0

4

Thread-2

4

# Thread resume() method

The **resume()** method of thread class is only used with suspend() method. This method is used to resume a thread which was suspended using suspend() method. This method allows the suspended thread to start again.

## Syntax

1. **public** **final** **void** resume()

## Return value

This method does not return any value.

## Exception

**SecurityException:** If the current thread cannot modify the thread.

## Example

1. **public** **class** JavaResumeExp **extends** Thread
2. {
3. **public** **void** run()
4. {
5. **for**(**int** i=1; i<5; i++)
6. {
7. **try**
8. {
9. // thread to sleep for 500 milliseconds
10. sleep(500);
11. System.out.println(Thread.currentThread().getName());
12. }**catch**(InterruptedException e){System.out.println(e);}
13. System.out.println(i);
14. }
15. }
16. **public** **static** **void** main(String args[])
17. {
18. // creating three threads
19. JavaResumeExp t1=**new** JavaResumeExp ();
20. JavaResumeExp t2=**new** JavaResumeExp ();
21. JavaResumeExp t3=**new** JavaResumeExp ();
22. // call run() method
23. t1.start();
24. t2.start();
25. t2.suspend(); // suspend t2 thread
26. // call run() method
27. t3.start();
28. t2.resume(); // resume t2 thread
29. }
30. }

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=JavaResumeExp)

**Output:**

Thread-0

1

Thread-2

1

Thread-1

1

Thread-0

2

Thread-2

2

Thread-1

2

Thread-0

3

Thread-2

3

Thread-1

3

Thread-0

4

Thread-2

4

Thread-1

4

# Reading and writing in the array using threads

![Array](data:image/png;base64,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)

Writing and reading elements in an array is a small problem where each element is first added to the array and then the entire array is read element by element and printed on the console. But when the number of elements is too large, it could take a lot of time. But this could be solved by dividing the writing and reading tasks into parts.

This could be done by using multi-threading where each core of the processor is used. In this case, two threads are used, where one thread is responsible for writing to the array and the other thread is responsible for reading the array. In this way, the performance of a program can be improved as well as the cores of the processor can be utilized. It is better to use one thread for each core. Although one can create as many threads as required for a better understanding of multi-threading.

This article focuses on writing and reading the elements of the array using the concept of multithreading.

**Approach:** This section states the algorithm that is followed to design a program to writing and read elements of an array using multithreading:

* In the first step, two threads will be created.
* One for writing operation and one for reading operation.
* Here the synchronized keyword is used with the array so that only one thread can access the array at a time.
* First, the write operation will be performed on the array.
* Then, the read operation is performed on the array.

Below is the Java program to implement the above approach-

* C++14
* Java
* Python3
* C#
* Javascript

|  |
| --- |
| #include <iostream>  #include <thread>  using namespace std;    int main()  {      // Array created for 5 elements      int a[5];        // Thread created for write operation      thread t1([]() {          // Here the array is being          // synchronized          lock\_guard<mutex> lock(m);          cout << "Enter the elements : " << endl;          for (int i = 0; i < 5; i++) {              cin >> a[i];          }          cout << "Writing done Successfully" << endl;      });        // Thread created for read operation      thread t2([]() {          // Here the array is being          // synchronized          lock\_guard<mutex> lock(m);          cout << "The elements are : " << endl;          for (int i = 0; i < 5; i++) {              cout << a[i] << endl;          }          cout << "Reading done successfully" << endl;      });        // Write thread is started      t1.join();        // Read thread is started      t2.join();        return 0;  } |

**Output:**
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**Explanation:** Here, firstly the write thread is started and at that time read thread will not interfere as the array is synchronized. Similarly, during reading, write thread will not interfere.

**UNIT – 5:**

**Java Threads**

Threads allows a program to operate more efficiently by doing multiple things at the same time.

Threads can be used to perform complicated tasks in the background without interrupting the main program.

**Thread States in Java:**

A thread is a program in execution created to perform a specific task. Life cycle of a Java thread starts with its birth and ends on its death.

The start() method of the Thread class is used to initiate the execution of a thread and it goes into runnable state and the sleep() and wait() methods of the Thread class sends the thread into non runnable state.

After non runnable state, thread again comes into runnable state and starts its execution. The run() method of thread is very much important. After executing the run() method, the lifecycle of thread is completed.

**Interrupting a Thread:**

If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption.

The 3 methods provided by the Thread class for interrupting a thread

* public void interrupt()
* public static boolean interrupted()
* public booleanisInterrupted()

**Inter-Thread communication:**

Inter-thread communication in Java is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.

Note: Inter-thread communication is also known as Cooperation in Java.

**Java Networking:**

Java Networking is a concept of connecting two or more computing devices together so that we can share resources.

Java socket programming provides facility to share data between different computing devices.

### Advantage of Java Networking

1. Sharing resources
2. Centralize software management

The java.net package supports two protocols,

1. **TCP:** Transmission Control Protocol provides reliable communication between the sender and receiver. TCP is used along with the Internet Protocol referred as TCP/IP.
2. **UDP:** User Datagram Protocol provides a connection-less protocol service by allowing packet of data to be transferred along two or more nodes

## Java Networking Terminology

The widely used Java networking terminologies are given below:

1. IP Address
2. Protocol
3. Port Number
4. MAC Address
5. Connection-oriented and connection-less protocol
6. Socket

### 1) IP Address

IP address is a unique number assigned to a node of a network e.g. 192.168.0.1 . It is composed of octets that range from 0 to 255.

It is a logical address that can be changed.

### 2) Protocol

A protocol is a set of rules basically that is followed for communication. For example:

* TCP
* FTP
* Telnet
* SMTP
* POP etc.

### 3) Port Number

The port number is used to uniquely identify different applications. It acts as a communication endpoint between applications.

The port number is associated with the IP address for communication between two applications.

### 4) MAC Address

MAC (Media Access Control) address is a unique identifier of NIC (Network Interface Controller). A network node can have multiple NIC but each with unique MAC address.

For example, an ethernet card may have a **MAC** address of 00:0d:83::b1:c0:8e.

### 5) Connection-oriented and connection-less protocol

In connection-oriented protocol, acknowledgement is sent by the receiver. So it is reliable but slow. The example of connection-oriented protocol is TCP.

But, in connection-less protocol, acknowledgement is not sent by the receiver. So it is not reliable but fast. The example of connection-less protocol is UDP.

### 6) Socket

A socket is an endpoint between two way communications.

Visit next page for Java socket programming.

## java.net package

The java.net package can be divided into two sections:

1. **A Low-Level API:** It deals with the abstractions of addresses i.e. networking identifiers, Sockets i.e. bidirectional data communication mechanism and Interfaces i.e. network interfaces.
2. **A High Level API:** It deals with the abstraction of URIs i.e. Universal Resource Identifier, URLs i.e. Universal Resource Locator, and Connections i.e. connections to the resource pointed by URLs.

The java.net package provides many classes to deal with networking applications in Java. A list of these classes is given below:

* Authenticator
* CacheRequest
* CacheResponse
* ContentHandler
* CookieHandler
* CookieManager
* DatagramPacket
* DatagramSocket
* DatagramSocketImpl
* InterfaceAddress
* JarURLConnection
* MulticastSocket
* InetSocketAddress
* InetAddress
* Inet4Address
* Inet6Address
* IDN
* HttpURLConnection
* HttpCookie
* NetPermission
* NetworkInterface
* PasswordAuthentication
* Proxy
* ProxySelector
* ResponseCache
* SecureCacheResponse
* ServerSocket
* Socket
* SocketAddress
* SocketImpl
* SocketPermission
* StandardSocketOptions

# Java Socket Programming

Java Socket programming is used for communication between the applications running on different JRE.

Java Socket programming can be connection-oriented or connection-less.

Socket and ServerSocket classes are used for connection-oriented socket programming and DatagramSocket and DatagramPacket classes are used for connection-less socket programming.

The client in socket programming must know two information: 1.1K
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1. IP Address of Server, and
2. Port number.

Here, we are going to make one-way client and server communication. In this application, client sends a message to the server, server reads the message and prints it. Here, two classes are being used: Socket and ServerSocket. The Socket class is used to communicate client and server. Through this class, we can read and write message. The ServerSocket class is used at server-side. The accept() method of ServerSocket class blocks the console until the client is connected. After the successful connection of client, it returns the instance of Socket at server-side.

## Socket class

A socket is simply an endpoint for communications between the machines. The Socket class can be used to create a socket.

### Important methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public InputStream getInputStream() | returns the InputStream attached with this socket. |
| 2) public OutputStream getOutputStream() | returns the OutputStream attached with this socket. |
| 3) public synchronized void close() | closes this socket |

## ServerSocket class

The ServerSocket class can be used to create a server socket. This object is used to establish communication with the clients.

### Important methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public Socket accept() | returns the socket and establish a connection between server and client. |
| 2) public synchronized void close() | closes the server socket. |

## Example of Java Socket Programming

**Creating Server:**

To create the server application, we need to create the instance of ServerSocket class. Here, we are using 6666 port number for the communication between the client and server. You may also choose any other port number. The accept() method waits for the client. If clients connects with the given port number, it returns an instance of Socket.

1. ServerSocket ss=**new** ServerSocket(6666);
2. Socket s=ss.accept();//establishes connection and waits for the client

**Creating Client:**

To create the client application, we need to create the instance of Socket class. Here, we need to pass the IP address or hostname of the Server and a port number. Here, we are using "localhost" because our server is running on same system.

1. Socket s=**new** Socket("localhost",6666);

Let's see a simple of Java socket programming where client sends a text and server receives and prints it.

*File: MyServer.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyServer {
4. **public** **static** **void** main(String[] args){
5. **try**{
6. ServerSocket ss=**new** ServerSocket(6666);
7. Socket s=ss.accept();//establishes connection
8. DataInputStream dis=**new** DataInputStream(s.getInputStream());
9. String  str=(String)dis.readUTF();
10. System.out.println("message= "+str);
11. ss.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

*File: MyClient.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyClient {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Socket s=**new** Socket("localhost",6666);
7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
8. dout.writeUTF("Hello Server");
9. dout.flush();
10. dout.close();
11. s.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

# ava InetAddress class

**Java InetAddress** class represents an IP address. The java.net.InetAddress class provides methods to get the IP of any host name for example www.java.com, www.google.com, www.facebook.com, etc.

An IP address is represented by 32-bit or 128-bit unsigned number. An instance of InetAddress represents the IP address with its corresponding host name. There are two types of addresses: Unicast and Multicast. The Unicast is an identifier for a single interface whereas Multicast is an identifier for a set of interfaces.

Moreover, InetAddress has a cache mechanism to store successful and unsuccessful host name resolutions.

## IP Address

* An IP address helps to identify a specific resource on the network using a numerical representation.
* Most networks combine IP with TCP (Transmission Control Protocol). It builds a virtual bridge among the destination and the source.

There are two versions of IP address:

### 1. IPv4

IPv4 is the primary Internet protocol. It is the first version of IP deployed for production in the ARAPNET in 1983. It is a widely used IP version to differentiate devices on network using an addressing scheme. A 32-bit addressing scheme is used to store 232addresses that is more than 4 million addresses.

**Features of IPv4:**

* It is a connectionless protocol.
* It utilizes less memory and the addresses can be remembered easily with the class based addressing scheme.
* It also offers video conferencing and libraries.

### 2. IPv6

IPv6 is the latest version of Internet protocol. It aims at fulfilling the need of more internet addresses. It provides solutions for the problems present in IPv4. It provides 128-bit address space that can be used to form a network of 340 undecillion unique IP addresses. IPv6 is also identified with a name IPng (Internet Protocol next generation).

**Features of IPv6:**

* It has a stateful and stateless both configurations.
* It provides support for quality of service (QoS).
* It has a hierarchical addressing and routing infrastructure.

## TCP/IP Protocol

* TCP/IP is a communication protocol model used connect devices over a network via internet.
* TCP/IP helps in the process of addressing, transmitting, routing and receiving the data packets over the internet.
* The two main protocols used in this communication model are:
  1. TCP i.e. Transmission Control Protocol. TCP provides the way to create a communication channel across the network. It also helps in transmission of packets at sender end as well as receiver end.
  2. IP i.e. Internet Protocol. IP provides the address to the nodes connected on the internet. It uses a gateway computer to check whether the IP address is correct and the message is forwarded correctly or not.

## Java InetAddress Class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static InetAddress getByName(String host) throws UnknownHostException | It returns the instance of InetAddress containing LocalHost IP and name. |
| public static InetAddress getLocalHost() throws UnknownHostException | It returns the instance of InetAdddress containing local host name and address. |
| public String getHostName() | It returns the host name of the IP address. |
| public String getHostAddress() | It returns the IP address in string format. |

## Example of Java InetAddress Class

Let's see a simple example of InetAddress class to get ip address of www.java.com website.

**InetDemo.java**

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** InetDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. InetAddress ip=InetAddress.getByName("www.java.com");
8. System.out.println("Host Name: "+ip.getHostName());
9. System.out.println("IP Address: "+ip.getHostAddress());
10. }**catch**(Exception e){System.out.println(e);}
11. }
12. }

### TCP/IP Client Sockets

TCP/IP sockets are used to implement reliable two-way, persistent, point-to-point streaming connections between hosts on the Internet. The Java I/O system can use sockets to connect to other programs on the local system or on other systems on the Internet. It is important to note that the applet establishes a reverse socket connection to the host on which the applet is loaded. This restriction exists because it is dangerous for applets loaded through a firewall to access arbitrary systems. There are two types of TCP sockets in Java.

One for the **server** and one for the **client**. The ServerSocket class is designed as a "listener", waiting for a client to connect before doing anything. So ServerSocket is for servers. The Socket class is for clients. It is designed to connect to a server socket and initiate a protocol exchange. This is because client sockets are most commonly used in Java applications. Creating a Socket object implicitly establishes a connection between the client and server. There is no method or constructor that explicitly exposes details about setting up this connection.

Here are the two constructors used to create a client socket:

1. **Socket(String hostName, int port) throws UnknownHostException, IOException:** Creates a socket connected to the specified host and port.
2. **Socket(InetAddress ipAddress, int port) throws IOException:** Creates a socket using a pre-existing InetAddress object and a port.

Socket defines multiple instance methods. For example, a Socket can always check for associated address and port information using the following methods:

1. **InetAddress getInetAddress( ):** It returns the InetAddress associated with the Socket object. It returns null if the socket is not connected.
2. **int getPort( ):** It returns the remote port to which the invoking Socket object is connected. It returns 0 if the socket is not connected.
3. **int getLocalPort( ):** Returns the local port to which the invoking Socket object is bound. It returns -1 if the socket is not bound.
4. **InputStream getInputStream( ) throws IOException:** Returns the InputStream associated with the invoking socket.
5. **OutputStream getOutputStream( ) throws IOException:** Returns the OutputStream associated with the invoking socket.
6. **connect( ):** Allows you to specify a new connection
7. **isConnected( ):** Returns true if the socket is connected to a server
8. **isBound( ):** Returns true if the socket is bound to an address
9. **isClosed( ):** Returns true if the socket is closed.

The following program provides a simple socket example. Opens a connection to a "whois" port (port 43) of the InterNIC server, sends command-line argument to the socket, and prints the returned data. The InterNIC will try find the argument by the registered Internet domain name, and then send back the IP address and contact information for that site.

### Example of Stream Socket

**WhoisClient.java**

1. **import** java.net.\*;
2. **import** java.io.\*;
3. **public** **class** WhoisClient {
4. **public** **static** **void** main(String[] args) {
5. // no arguments passed, simply return
6. **if** (args.length < 1)
7. **return**;
8. // initializing domainName with the name passed in the argument
9. String domainName = args[0];
10. // specifying the host name
11. String hostname = "whois.internic.net";
12. **int** port = 43;
13. **try** (Socket socket = **new** Socket(hostname, port)) {
14. // getOutputStream( ) returns the OutputStream
15. // associated with the invoking socket
16. OutputStream output = socket.getOutputStream();
17. PrintWriter writer = **new** PrintWriter(output, **true**);
18. // print the domain name
19. writer.println(domainName);
20. // getInputStream( ) returns the InputStream
21. // associated with the invoking socket
22. InputStream input = socket.getInputStream();
23. BufferedReader reader = **new** BufferedReader(**new** InputStreamReader(input));
24. String line;
25. **while** ((line = reader.readLine()) != **null**) {
26. System.out.println(line);
27. }
28. }
29. **catch** (UnknownHostException ex) {
30. System.out.println("Server not found: " + ex.getMessage());
31. }
32. **catch** (IOException ex) {
33. System.out.println("I/O error: " + ex.getMessage());
34. }
35. }
36. }

**Output:**
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## Java RMI Example

The is given the 6 steps to write the RMI program.

1. Create the remote interface
2. Provide the implementation of the remote interface
3. Compile the implementation class and create the stub and skeleton objects using the rmic tool
4. Start the registry service by rmiregistry tool
5. Create and start the remote application
6. Create and start the client application

## RMI Example

In this example, we have followed all the 6 steps to create and run the rmi application. The client application need only two files, remote interface and client application. In the rmi application, both client and server interacts with the remote interface. The client application invokes methods on the proxy object, RMI sends the request to the remote JVM. The return value is sent back to the proxy object and then to the client application.
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### 1) create the remote interface

For creating the remote interface, extend the Remote interface and declare the RemoteException with all the methods of the remote interface. Here, we are creating a remote interface that extends the Remote interface. There is only one method named add() and it declares RemoteException.

1. **import** java.rmi.\*;
2. **public** **interface** Adder **extends** Remote{
3. **public** **int** add(**int** x,**int** y)**throws** RemoteException;
4. }

### 2) Provide the implementation of the remote interface

Now provide the implementation of the remote interface. For providing the implementation of the Remote interface, we need to

* Either extend the UnicastRemoteObject class,
* or use the exportObject() method of the UnicastRemoteObject class

In case, you extend the UnicastRemoteObject class, you must define a constructor that declares RemoteException.

1. **import** java.rmi.\*;
2. **import** java.rmi.server.\*;
3. **public** **class** AdderRemote **extends** UnicastRemoteObject **implements** Adder{
4. AdderRemote()**throws** RemoteException{
5. **super**();
6. }
7. **public** **int** add(**int** x,**int** y){**return** x+y;}
8. }

### 3) create the stub and skeleton objects using the rmic tool.

Next step is to create stub and skeleton objects using the rmi compiler. The rmic tool invokes the RMI compiler and creates stub and skeleton objects.

1. rmic AdderRemote

### 4) Start the registry service by the rmiregistry tool

Now start the registry service by using the rmiregistry tool. If you don't specify the port number, it uses a default port number. In this example, we are using the port number 5000.

1. rmiregistry 5000

### 5) Create and run the server application

Now rmi services need to be hosted in a server process. The Naming class provides methods to get and store the remote object. The Naming class provides 5 methods.

|  |  |
| --- | --- |
| public static java.rmi.Remote lookup(java.lang.String) throws java.rmi.NotBoundException, java.net.MalformedURLException, java.rmi.RemoteException; | It returns the reference of the remote object. |
| public static void bind(java.lang.String, java.rmi.Remote) throws java.rmi.AlreadyBoundException, java.net.MalformedURLException, java.rmi.RemoteException; | It binds the remote object with the given name. |
| public static void unbind(java.lang.String) throws java.rmi.RemoteException, java.rmi.NotBoundException, java.net.MalformedURLException; | It destroys the remote object which is bound with the given name. |
| public static void rebind(java.lang.String, java.rmi.Remote) throws java.rmi.RemoteException, java.net.MalformedURLException; | It binds the remote object to the new name. |
| public static java.lang.String[] list(java.lang.String) throws java.rmi.RemoteException, java.net.MalformedURLException; | It returns an array of the names of the remote objects bound in the registry. |

In this example, we are binding the remote object by the name sonoo.

1. **import** java.rmi.\*;
2. **import** java.rmi.registry.\*;
3. **public** **class** MyServer{
4. **public** **static** **void** main(String args[]){
5. **try**{
6. Adder stub=**new** AdderRemote();
7. Naming.rebind("rmi://localhost:5000/sonoo",stub);
8. }**catch**(Exception e){System.out.println(e);}
9. }
10. }

### 6) Create and run the client application

At the client we are getting the stub object by the lookup() method of the Naming class and invoking the method on this object. In this example, we are running the server and client applications, in the same machine so we are using localhost. If you want to access the remote object from another machine, change the localhost to the host name (or IP address) where the remote object is located.

1. **import** java.rmi.\*;
2. **public** **class** MyClient{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Adder stub=(Adder)Naming.lookup("rmi://localhost:5000/sonoo");
6. System.out.println(stub.add(34,4));
7. }**catch**(Exception e){}
8. }
9. }
10. For running **this** rmi example,
12. 1) compile all the java files
14. javac \*.java
16. 2)create stub and skeleton object by rmic tool
18. rmic AdderRemote
20. 3)start rmi registry in one command prompt
22. rmiregistry 5000
24. 4)start the server in another command prompt
26. java MyServer
28. 5)start the client application in another command prompt
30. java MyClient

Another Example

### Creating a Simple RMI application involves following steps

* Define a remote interface.
* Implementing remote interface.
* create and start remote application
* create and start client application

### Define a remote interface

A remote interface specifies the methods that can be invoked remotely by a client. Clients program communicate to remote interfaces, not to classes implementing it. To be a remote interface, a interface must extend the **Remote** interface of **java.rmi** package.

import java.rmi.\*;

public interface AddServerInterface extends Remote

{

public int sum(int a,int b);

}

Copy

### Implementation of remote interface

For implementation of remote interface, a class must either extend **UnicastRemoteObject** or use exportObject() method of **UnicastRemoteObject** class.

import java.rmi.\*;

import java.rmi.server.\*;

public class Adder extends UnicastRemoteObject implements AddServerInterface

{

Adder()throws RemoteException{

super();

}

public int sum(int a,int b)

{

return a+b;

}

}

Copy

### Create AddServer and host rmi service

You need to create a server application and host rmi service **Adder** in it. This is done using rebind() method of **java.rmi.Naming** class. rebind() method take two arguments, first represent the name of the object reference and second argument is reference to instance of **Adder**

import java.rmi.\*;

import java.rmi.registry.\*;

public class AddServer {

public static void main(String args[]) {

try {

AddServerInterface addService=new Adder();

Naming.rebind("AddService",addService); //addService object is hosted with name AddService

}

catch(Exception e) {

System.out.println(e);

}

}

}

Copy

### Create client application

Client application contains a java program that invokes the lookup() method of the **Naming** class. This method accepts one argument, the **rmi** URL and returns a reference to an object of type **AddServerInterface**. All remote method invocation is done on this object.

import java.rmi.\*;

public class Client {

public static void main(String args[]) {

try{

AddServerInterface st = (AddServerInterface)Naming.lookup("rmi://"+args[0]+"/AddService");

System.out.println(st.sum(25,8));

}

catch(Exception e) {

System.out.println(e);

}

}

}

Copy

### Steps to run this RMI application

Save all the above java file into a directory and name it as "rmi"

* compile all the java files

javac \*.java
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* Start RMI registry

start rmiregistry
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* Run Server file

java AddServer
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* Run Client file in another command prompt abd pass local host port number at run time

java Client 127.0.0.1
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### Example:

**Program: Power.java**

import java.rmi.\*;

public interface Power extends Remote

{

public int power1()throwsRemoteException;

}

Copy

**Program: PowerRemote.java**

import java.rmi.\*;

import java.rmi.server.\*;

import java.util.Scanner;

public class PowerRemote extends UnicastRemoteObject implements Power

{

PowerRemote()throws RemoteException

{

super();

}

public int power1(int z)

{

int z;

Scanner sc = new Scanner(System.in);

System.out.println("Enter the base number ::");

int x = sc.nextInt();

System.out.println("Enter the exponent number ::");

int y = sc.nextInt();

z=y^x;

System.out.println(z);

}

}

Copy

**MyServer.java**

import java.rmi.\*;

import java.rmi.registry.\*;

public class MyServer

{

public static void main(String args[])

{

try

{

Power stub=new PowerRemote();

Naming.rebind("rmi://localhost:1995/shristee",stub);

}

catch(Exception e)

{

System.out.println(e);

}

}

}

Copy

**MyClient.java**

import java.rmi.\*;

public class MyClient

{

public static void main(String args[])

{

try

{

Power stub=(Power)Naming.lookup("rmi://localhost:1995/shristee");

System.out.println(stub.power1());

}

catch(Exception e){}

}

}

Copy
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### Output of this RMI exampleRMI RMI